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1. **What is locator**

**locators are used to identify web elements on a page so that you can interact with them. the most commonly used locators in Selenium are ID,name,class name,tag name,link text,partial link text,xpath and css selector.**

1. **Dropdown -🡪**

**Handling dropdowns in Selenium with Python typically involves selecting options by visible text, value, or index. Selenium provides a `Select` class for dealing with `<select>` elements, which makes interacting with dropdown menus straightforward.**

**Here's how to handle dropdowns using Selenium with Python:**

**1. \*\*Selecting by visible text\*\*: Choose an option by the text displayed in the dropdown.**

**2. \*\*Selecting by value\*\*: Choose an option by the value attribute.**

**3. \*\*Selecting by index\*\*: Choose an option by its position in the dropdown.**

**Here's an example demonstrating each method:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**from selenium.webdriver.support.ui import Select**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Locate the dropdown element**

**dropdown\_element = driver.find\_element(By.ID, 'dropdownId')**

**# Create a Select object**

**dropdown = Select(dropdown\_element)**

**# Select by visible text**

**dropdown.select\_by\_visible\_text('Option Text')**

**# Select by value**

**dropdown.select\_by\_value('optionValue')**

**# Select by index**

**dropdown.select\_by\_index(1) # Index starts from 0**

**# Close the browser**

**driver.quit()**

**```**

**### Example with a Realistic HTML Structure**

**Assume you have the following HTML for a dropdown menu:**

**```html**

**<select id="exampleDropdown">**

**<option value="1">Option 1</option>**

**<option value="2">Option 2</option>**

**<option value="3">Option 3</option>**

**</select>**

**```**

**Here's how you can interact with this dropdown using Selenium with Python:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**from selenium.webdriver.support.ui import Select**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Locate the dropdown element**

**dropdown\_element = driver.find\_element(By.ID, 'exampleDropdown')**

**# Create a Select object**

**dropdown = Select(dropdown\_element)**

**# Select by visible text**

**dropdown.select\_by\_visible\_text('Option 2')**

**# Verify the selection**

**selected\_option = dropdown.first\_selected\_option**

**print("Selected option:", selected\_option.text) # Should print 'Option 2'**

**# Select by value**

**dropdown.select\_by\_value('3')**

**# Verify the selection**

**selected\_option = dropdown.first\_selected\_option**

**print("Selected option:", selected\_option.text) # Should print 'Option 3'**

**# Select by index**

**dropdown.select\_by\_index(0)**

**# Verify the selection**

**selected\_option = dropdown.first\_selected\_option**

**print("Selected option:", selected\_option.text) # Should print 'Option 1'**

**# Close the browser**

**driver.quit()**

**```**

**### Points to Consider**

**- Make sure the element you are interacting with is visible and enabled.**

**- If the dropdown is inside an iframe, you need to switch to the iframe before interacting with it.**

**- If the dropdown is dynamically loaded (e.g., using JavaScript), ensure that it is fully loaded before attempting to interact with it.**

**Handling dropdowns in Selenium is straightforward with the `Select` class, allowing you to choose options by text, value, or index.**

1. **Explain mouse event action**

**Handling mouse events in Selenium with Python involves using the `ActionChains` class. `ActionChains` allows you to perform various mouse operations such as clicking, double-clicking, right-clicking, hovering, dragging and dropping, and more.**

**Here's a breakdown of how to perform different mouse events using `ActionChains`:**

**1. \*\*Clicking\*\*: Perform a single click on an element.**

**2. \*\*Double-clicking\*\*: Perform a double-click on an element.**

**3. \*\*Right-clicking\*\*: Perform a context-click (right-click) on an element.**

**4. \*\*Hovering\*\*: Move the mouse pointer to an element (mouse over).**

**5. \*\*Dragging and Dropping\*\*: Drag an element from one location and drop it to another.**

**### Example Code**

**Here is an example demonstrating each of these mouse events:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**from selenium.webdriver.common.action\_chains import ActionChains**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Locate the elements**

**element\_to\_click = driver.find\_element(By.ID, 'clickElement')**

**element\_to\_double\_click = driver.find\_element(By.ID, 'doubleClickElement')**

**element\_to\_right\_click = driver.find\_element(By.ID, 'rightClickElement')**

**element\_to\_hover = driver.find\_element(By.ID, 'hoverElement')**

**source\_element = driver.find\_element(By.ID, 'sourceElement')**

**target\_element = driver.find\_element(By.ID, 'targetElement')**

**# Initialize ActionChains**

**actions = ActionChains(driver)**

**# Perform a single click**

**actions.click(element\_to\_click).perform()**

**# Perform a double-click**

**actions.double\_click(element\_to\_double\_click).perform()**

**# Perform a right-click (context-click)**

**actions.context\_click(element\_to\_right\_click).perform()**

**# Perform a hover (mouse over)**

**actions.move\_to\_element(element\_to\_hover).perform()**

**# Perform a drag and drop**

**actions.drag\_and\_drop(source\_element, target\_element).perform()**

**# Close the browser**

**driver.quit()**

**```**

**### Detailed Explanation**

**1. \*\*Clicking\*\*:**

**```python**

**actions.click(element\_to\_click).perform()**

**```**

**This performs a single click on the specified element.**

**2. \*\*Double-clicking\*\*:**

**```python**

**actions.double\_click(element\_to\_double\_click).perform()**

**```**

**This performs a double-click on the specified element.**

**3. \*\*Right-clicking\*\*:**

**```python**

**actions.context\_click(element\_to\_right\_click).perform()**

**```**

**This performs a right-click (context click) on the specified element.**

**4. \*\*Hovering\*\*:**

**```python**

**actions.move\_to\_element(element\_to\_hover).perform()**

**```**

**This moves the mouse pointer to the specified element (hover over).**

**5. \*\*Dragging and Dropping\*\*:**

**```python**

**actions.drag\_and\_drop(source\_element, target\_element).perform()**

**```**

**This drags the source element and drops it onto the target element.**

**### Additional Mouse Events**

**- \*\*Click and Hold\*\*: Clicks (without releasing) at the current mouse location.**

**```python**

**actions.click\_and\_hold(element).perform()**

**```**

**- \*\*Release\*\*: Releases the held mouse button.**

**```python**

**actions.release(element).perform()**

**```**

**- \*\*Move By Offset\*\*: Moves the mouse from its current position by the specified offset.**

**```python**

**actions.move\_by\_offset(x\_offset, y\_offset).perform()**

**```**

**### Example with Multiple Actions**

**You can chain multiple actions together before calling `perform()`:**

**```python**

**actions.move\_to\_element(element\_to\_hover).click().perform()**

**```**

**This will hover over the element and then click it.**

**### Important Notes**

**- Ensure the elements you are interacting with are visible and enabled.**

**- If the elements are inside an iframe, you need to switch to the iframe first.**

**- For dynamic content, make sure the elements are fully loaded before performing actions on them.**

**Using `ActionChains`, you can handle complex mouse interactions in Selenium with Python effectively.**

1. **Explain wait**

**In Selenium, "waits" are used to make your test scripts more reliable and robust by ensuring that the web elements your script interacts with are available and ready. There are three main types of waits in Selenium:**

**1. \*\*Implicit Wait\*\***

**2. \*\*Explicit Wait\*\***

**3. \*\*Fluent Wait\*\***

**### 1. Implicit Wait**

**An implicit wait tells the WebDriver to wait for a certain amount of time when trying to find an element if it is not immediately available. Once set, the implicit wait is applied globally to all elements in the script.**

**#### Example:**

**```python**

**from selenium import webdriver**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Set an implicit wait of 10 seconds**

**driver.implicitly\_wait(10)**

**# Open the webpage**

**driver.get('http://example.com')**

**# Locate an element (it will wait up to 10 seconds before throwing an exception)**

**element = driver.find\_element(By.ID, 'elementId')**

**# Close the browser**

**driver.quit()**

**```**

**### 2. Explicit Wait**

**An explicit wait is used to wait for a specific condition to be met before proceeding. The `WebDriverWait` class along with `expected\_conditions` is used to define the explicit wait.**

**#### Example:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**from selenium.webdriver.support.ui import WebDriverWait**

**from selenium.webdriver.support import expected\_conditions as EC**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Define an explicit wait with a timeout of 10 seconds**

**wait = WebDriverWait(driver, 10)**

**# Wait for a specific element to be present and visible**

**element = wait.until(EC.visibility\_of\_element\_located((By.ID, 'elementId')))**

**# Perform actions on the element**

**element.click()**

**# Close the browser**

**driver.quit()**

**```**

**### 3. Fluent Wait**

**A fluent wait is a more advanced wait that defines the maximum amount of time to wait for a condition, as well as the frequency with which to check the condition. You can also ignore specific types of exceptions while waiting.**

**#### Example:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**from selenium.webdriver.support.ui import WebDriverWait**

**from selenium.webdriver.support import expected\_conditions as EC**

**from selenium.common.exceptions import TimeoutException, NoSuchElementException**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Define a fluent wait with a timeout of 10 seconds, polling every 1 second, and ignoring NoSuchElementException**

**wait = WebDriverWait(driver, 10, poll\_frequency=1, ignored\_exceptions=[NoSuchElementException])**

**# Wait for a specific element to be present and visible**

**try:**

**element = wait.until(EC.visibility\_of\_element\_located((By.ID, 'elementId')))**

**# Perform actions on the element**

**element.click()**

**except TimeoutException:**

**print("Element not found within the given time")**

**# Close the browser**

**driver.quit()**

**```**

**### Detailed Explanation**

**- \*\*Implicit Wait\*\*: Applies globally and makes WebDriver poll the DOM for a certain amount of time when trying to find an element. It's simple to use but not always flexible for complex applications.**

**- \*\*Explicit Wait\*\*: Allows you to wait for a specific condition to occur before proceeding. It's more flexible and powerful compared to implicit waits.**

**- \*\*Fluent Wait\*\*: Extends explicit wait by adding the ability to specify the polling interval and ignore specific exceptions. It's useful for handling dynamic content and complex conditions.**

**### Common `expected\_conditions`**

**- `title\_is`: An expected condition for checking the title of a page.**

**- `title\_contains`: An expected condition for checking if the title contains a specific string.**

**- `presence\_of\_element\_located`: An expected condition for checking the presence of an element.**

**- `visibility\_of\_element\_located`: An expected condition for checking the visibility of an element.**

**- `element\_to\_be\_clickable`: An expected condition for checking if an element is clickable.**

**- `text\_to\_be\_present\_in\_element`: An expected condition for checking if text is present in an element.**

**Using waits effectively can significantly improve the reliability of your Selenium tests by ensuring that elements are ready for interaction before proceeding.**

1. **difference between implicit and explicit wait**

**In Selenium, both implicit and explicit waits are used to synchronize the script with the web page, ensuring that elements are available before the script attempts to interact with them. However, they have different behaviors and use cases. Here are the key differences between implicit and explicit waits:**

**### Implicit Wait**

**1. \*\*Global Scope\*\*: Implicit waits are applied globally to the WebDriver instance. Once set, it will be applied to all elements and actions performed by the WebDriver.**

**2. \*\*Simplistic\*\*: It is simple to use but less flexible. It waits for a fixed amount of time for the presence of elements before throwing a `NoSuchElementException`.**

**3. \*\*No Specific Conditions\*\*: Implicit waits only wait for the presence of elements, not for specific conditions like visibility, clickability, etc.**

**4. \*\*No Granularity\*\*: Since it applies globally, you cannot set different implicit waits for different elements or conditions.**

**#### Example:**

**```python**

**from selenium import webdriver**

**driver = webdriver.Chrome()**

**# Set an implicit wait of 10 seconds**

**driver.implicitly\_wait(10)**

**driver.get('http://example.com')**

**# This will wait up to 10 seconds for the element to be present**

**element = driver.find\_element(By.ID, 'elementId')**

**driver.quit()**

**```**

**### Explicit Wait**

**1. \*\*Local Scope\*\*: Explicit waits are applied only to specific elements or conditions. You can define different explicit waits for different elements and conditions.**

**2. \*\*Flexible and Powerful\*\*: Explicit waits are more flexible and powerful. They allow you to wait for specific conditions such as visibility, clickability, presence, etc.**

**3. \*\*Specific Conditions\*\*: You can wait for specific conditions to be met before proceeding, using `expected\_conditions`.**

**4. \*\*Granularity\*\*: You can define explicit waits with different timeouts for different elements or conditions, providing greater control over the synchronization of your script.**

**#### Example:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**from selenium.webdriver.support.ui import WebDriverWait**

**from selenium.webdriver.support import expected\_conditions as EC**

**driver = webdriver.Chrome()**

**driver.get('http://example.com')**

**# Define an explicit wait with a timeout of 10 seconds**

**wait = WebDriverWait(driver, 10)**

**# Wait for the element to be visible**

**element = wait.until(EC.visibility\_of\_element\_located((By.ID, 'elementId')))**

**element.click()**

**driver.quit()**

**```**

**### Comparison Table**
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**### When to Use Which**

**- \*\*Implicit Wait\*\*: Use implicit wait for simple cases where you want to apply a global wait time across your entire test script. It is useful when the web application has generally consistent response times.**

**- \*\*Explicit Wait\*\*: Use explicit wait for more complex cases where you need to wait for specific conditions or elements. It provides more control and is suitable for dynamic web applications with varying load times for different elements.**

**In practice, combining both types of waits is common. For example, you might set a short implicit wait globally and use explicit waits for specific elements that require more precise synchronization.**

1. **Explain Alerts**

**In Selenium, alerts are pop-up windows that appear on the web page to provide information to the user or to get some input. These alerts are typically generated using JavaScript and can be of three types: simple alerts, confirmation alerts, and prompt alerts.**

**### Types of Alerts**

**1. \*\*Simple Alert\*\*: Displays a simple message and an OK button.**

**2. \*\*Confirmation Alert\*\*: Displays a message with OK and Cancel buttons.**

**3. \*\*Prompt Alert\*\*: Displays a message with a text input field, an OK button, and a Cancel button.**

**### Handling Alerts in Selenium**

**To handle alerts, Selenium provides the `Alert` interface, which includes methods to interact with the alerts.**

**#### Common Methods**

**- `accept()`: Clicks the OK button on the alert.**

**- `dismiss()`: Clicks the Cancel button (if available) on the alert.**

**- `send\_keys(text)`: Sends input to the alert (useful for prompt alerts).**

**- `text`: Retrieves the text displayed on the alert.**

**### Example Code**

**#### Handling a Simple Alert**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**import time**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Trigger the alert (assume there is a button that triggers a simple alert)**

**alert\_button = driver.find\_element(By.ID, 'alertButton')**

**alert\_button.click()**

**# Switch to the alert**

**alert = driver.switch\_to.alert**

**# Get the alert text**

**print("Alert text:", alert.text)**

**# Accept the alert**

**alert.accept()**

**# Close the browser**

**driver.quit()**

**```**

**#### Handling a Confirmation Alert**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**import time**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Trigger the confirmation alert (assume there is a button that triggers a confirmation alert)**

**confirm\_button = driver.find\_element(By.ID, 'confirmButton')**

**confirm\_button.click()**

**# Switch to the alert**

**alert = driver.switch\_to.alert**

**# Get the alert text**

**print("Alert text:", alert.text)**

**# Accept the alert (click OK)**

**alert.accept()**

**# If you need to dismiss the alert (click Cancel), use alert.dismiss()**

**# Close the browser**

**driver.quit()**

**```**

**#### Handling a Prompt Alert**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**import time**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Trigger the prompt alert (assume there is a button that triggers a prompt alert)**

**prompt\_button = driver.find\_element(By.ID, 'promptButton')**

**prompt\_button.click()**

**# Switch to the alert**

**alert = driver.switch\_to.alert**

**# Get the alert text**

**print("Alert text:", alert.text)**

**# Send some text to the alert**

**alert.send\_keys("Selenium")**

**# Accept the alert (click OK)**

**alert.accept()**

**# If you need to dismiss the alert (click Cancel), use alert.dismiss()**

**# Close the browser**

**driver.quit()**

**```**

**### Detailed Explanation**

**- \*\*Switching to Alert\*\*: To interact with an alert, you first need to switch the WebDriver's focus to the alert using `driver.switch\_to.alert`.**

**- \*\*Getting Text\*\*: Use the `text` property of the alert to get the message displayed on the alert.**

**- \*\*Accepting/Dismissing\*\*: Use `accept()` to click the OK button and `dismiss()` to click the Cancel button.**

**- \*\*Sending Keys\*\*: Use `send\_keys(text)` to send input to a prompt alert.**

**### Points to Consider**

**- \*\*Timing\*\*: Make sure the alert is present before trying to switch to it. You may need to add waits if the alert takes time to appear.**

**- \*\*Handling No Alert Present\*\*: If you try to switch to an alert when none is present, a `NoAlertPresentException` will be thrown. Use try-except blocks to handle this scenario.**

**- \*\*Modal Dialogs\*\*: Alerts are modal and block interaction with the rest of the web page until they are handled.**

**Handling alerts in Selenium is crucial for dealing with pop-up messages and ensuring smooth automation of web applications. The `Alert` interface provides all the necessary methods to interact with different types of alerts effectively.**

1. **how to capture screenshot in slenium with python**

**Capturing a screenshot in Selenium with Python is straightforward. Selenium provides a method called `get\_screenshot\_as\_file` for this purpose. You can capture a screenshot of the entire page or specific elements. Here are the steps and examples:**

**### Capturing a Screenshot of the Entire Page**

**To capture a screenshot of the entire page, use the `get\_screenshot\_as\_file` method of the WebDriver instance.**

**#### Example:**

**```python**

**from selenium import webdriver**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Capture screenshot of the entire page**

**screenshot\_path = 'screenshot.png'**

**driver.get\_screenshot\_as\_file(screenshot\_path)**

**# Print the path of the saved screenshot**

**print(f"Screenshot saved at {screenshot\_path}")**

**# Close the browser**

**driver.quit()**

**```**

**### Capturing a Screenshot of a Specific Element**

**To capture a screenshot of a specific element, you can use the `screenshot` method of the WebElement instance.**

**#### Example:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Locate the element**

**element = driver.find\_element(By.ID, 'elementId')**

**# Capture screenshot of the specific element**

**element\_screenshot\_path = 'element\_screenshot.png'**

**element.screenshot(element\_screenshot\_path)**

**# Print the path of the saved screenshot**

**print(f"Element screenshot saved at {element\_screenshot\_path}")**

**# Close the browser**

**driver.quit()**

**```**

**### Saving Screenshot as a Bytes Object**

**In addition to saving the screenshot directly to a file, you can also save it as a bytes object, which can be useful for in-memory operations.**

**#### Example:**

**```python**

**from selenium import webdriver**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Capture screenshot as bytes**

**screenshot\_bytes = driver.get\_screenshot\_as\_png()**

**# You can now save the bytes to a file or perform other in-memory operations**

**with open('screenshot\_bytes.png', 'wb') as f:**

**f.write(screenshot\_bytes)**

**# Print a confirmation message**

**print("Screenshot saved from bytes")**

**# Close the browser**

**driver.quit()**

**```**

**### Detailed Explanation**

**- \*\*Initialization\*\*: Start by initializing the WebDriver and opening the desired webpage.**

**- \*\*Capture Screenshot of Entire Page\*\*: Use `driver.get\_screenshot\_as\_file('path\_to\_file')` to capture and save the screenshot of the entire page.**

**- \*\*Capture Screenshot of Specific Element\*\*: Locate the element using `find\_element` and then use `element.screenshot('path\_to\_file')` to capture and save the screenshot of that element.**

**- \*\*Screenshot as Bytes\*\*: Use `driver.get\_screenshot\_as\_png()` to get the screenshot as a bytes object, which can then be saved to a file or used in-memory.**

**### Points to Consider**

**- \*\*File Path\*\*: Ensure the specified path for saving the screenshot is correct and the directory exists.**

**- \*\*Element Visibility\*\*: The element to be captured should be visible on the screen. If it is not, you may need to scroll into view.**

**- \*\*Browser Window Size\*\*: The size of the browser window can affect the screenshot. You can set the window size using `driver.set\_window\_size(width, height)` if needed.**

**Capturing screenshots is a helpful feature in Selenium for debugging, reporting, and ensuring that the visual aspects of web pages are as expected.**

**9)** Explain WebTables in selenium with python

**WebTables are HTML tables represented by the `<table>` tag and are used to display data in a tabular format on web pages. Handling WebTables in Selenium with Python involves interacting with table rows (`<tr>`) and table data cells (`<td>` or `<th>`). Here's how to work with WebTables in Selenium:**

**### Example WebTable HTML**

**```html**

**<table id="exampleTable">**

**<thead>**

**<tr>**

**<th>Name</th>**

**<th>Age</th>**

**<th>City</th>**

**</tr>**

**</thead>**

**<tbody>**

**<tr>**

**<td>John Doe</td>**

**<td>30</td>**

**<td>New York</td>**

**</tr>**

**<tr>**

**<td>Jane Smith</td>**

**<td>25</td>**

**<td>Los Angeles</td>**

**</tr>**

**</tbody>**

**</table>**

**```**

**### Accessing WebTable Elements**

**To interact with a WebTable, you need to locate the table and then navigate through its rows and cells.**

**#### Steps to Access WebTable Elements:**

**1. \*\*Locate the Table\*\***

**2. \*\*Locate the Rows\*\***

**3. \*\*Locate the Cells within Rows\*\***

**4. \*\*Extract Data\*\***

**### Example Code**

**#### 1. Initialize WebDriver and Open the Webpage**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**```**

**#### 2. Locate the Table**

**# Locate the table element**

**table = driver.find\_element(By.ID, 'exampleTable')**

**#### 3. Locate the Rows**

**You can locate all the rows within the table body (`<tbody>`).**

**```python**

**# Locate all rows within the table body**

**rows = table.find\_elements(By.TAG\_NAME, 'tr')**

**#### 4. Locate the Cells within Rows and Extract Data**

**Loop through the rows and cells to extract the data.**

**```python**

**# Loop through the rows**

**for row in rows:**

**# Locate all the cells within the row**

**cells = row.find\_elements(By.TAG\_NAME, 'td')**

**# Extract and print the data from each cell**

**for cell in cells:**

**print(cell.text)**

**```**

**### Full Example**

**Here's the complete code to extract data from the WebTable and print it:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Locate the table element**

**table = driver.find\_element(By.ID, 'exampleTable')**

**# Locate all rows within the table body**

**rows = table.find\_elements(By.TAG\_NAME, 'tr')**

**# Loop through the rows and extract data**

**for row in rows:**

**# Locate all the cells within the row**

**cells = row.find\_elements(By.TAG\_NAME, 'td')**

**# Extract and print the data from each cell**

**for cell in cells:**

**print(cell.text)**

**# Close the browser**

**driver.quit()**

**```**

**### Advanced Operations**

**#### Locating a Specific Cell**

**You can locate a specific cell by combining row and cell indices.**

**```python**

**# Locate a specific cell (e.g., second cell in the second row)**

**specific\_cell = rows[1].find\_elements(By.TAG\_NAME, 'td')[1]**

**print(specific\_cell.text) # Prints the age of the second person**

**```**

**#### Handling Headers**

**If you need to handle headers (`<th>`), you can extract them similarly.**

**```python**

**# Locate the header row**

**header\_row = table.find\_element(By.TAG\_NAME, 'thead').find\_element(By.TAG\_NAME, 'tr')**

**# Extract and print the header names**

**headers = header\_row.find\_elements(By.TAG\_NAME, 'th')**

**for header in headers:**

**print(header.text)**

**```**

**### Handling Dynamic Tables**

**For dynamic tables where rows and cells may not be constant, you can use a combination of explicit waits and loops to ensure elements are loaded and accessible.**

**#### Example of Waiting for Table to Load**

**```python**

**from selenium.webdriver.support.ui import WebDriverWait**

**from selenium.webdriver.support import expected\_conditions as EC**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Wait for the table to be present**

**wait = WebDriverWait(driver, 10)**

**table = wait.until(EC.presence\_of\_element\_located((By.ID, 'exampleTable')))**

**# Now you can safely interact with the table**

**rows = table.find\_elements(By.TAG\_NAME, 'tr')**

**for row in rows:**

**cells = row.find\_elements(By.TAG\_NAME, 'td')**

**for cell in cells:**

**print(cell.text)**

**# Close the browser**

**driver.quit()**

**```**

**### Summary**

**Handling WebTables in Selenium involves:**

**- Locating the table element.**

**- Iterating through rows and cells.**

**- Extracting and manipulating the data as needed.**

**These techniques can be adapted to various complexities, including dynamic content and tables with different structures.**

**10)** difference between get\_attribute and text

**In Selenium with Python, `get\_attribute` and `text` are methods used to retrieve information from web elements, but they serve different purposes and return different types of data. Here’s a detailed comparison of the two methods:**

**### `get\_attribute`**

**- \*\*Purpose\*\*: Retrieves the value of an attribute of an HTML element.**

**- \*\*Usage\*\*: Useful for accessing values of attributes like `id`, `class`, `href`, `src`, `value`, etc.**

**- \*\*Return Type\*\*: Returns the attribute value as a string.**

**- \*\*Syntax\*\*: `element.get\_attribute(attribute\_name)`**

**#### Example:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Locate the element**

**element = driver.find\_element(By.ID, 'exampleElement')**

**# Get the value of the 'href' attribute**

**href\_value = element.get\_attribute('href')**

**print("Href value:", href\_value)**

**# Get the value of the 'class' attribute**

**class\_value = element.get\_attribute('class')**

**print("Class value:", class\_value)**

**# Close the browser**

**driver.quit()**

**```**

**### `text`**

**- \*\*Purpose\*\*: Retrieves the visible text content of an HTML element.**

**- \*\*Usage\*\*: Useful for getting the text that is displayed to the user within an element.**

**- \*\*Return Type\*\*: Returns the text content as a string.**

**- \*\*Syntax\*\*: `element.text`**

**#### Example:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Locate the element**

**element = driver.find\_element(By.ID, 'exampleElement')**

**# Get the visible text content**

**visible\_text = element.text**

**print("Visible text:", visible\_text)**

**# Close the browser**

**driver.quit()**

**```**

**### Detailed Comparison**

**| Feature | `get\_attribute` | `text` |**

**|-------------------------|-----------------------------------------------|--------------------------------------|**

**| \*\*Purpose\*\* | Retrieve attribute values | Retrieve visible text content |**

**| \*\*Return Type\*\* | String (attribute value) | String (text content) |**

**| \*\*Syntax\*\* | `element.get\_attribute('attribute\_name')` | `element.text` |**

**| \*\*Use Case Examples\*\* | Get `href` of a link, `src` of an image, `value` of an input field | Get the text inside a `<div>`, `<span>`, or any other element displaying text |**

**| \*\*Handles Hidden Text\*\* | No (only retrieves attribute values) | No (retrieves only visible text) |**

**| \*\*Handles Nested Elements\*\* | No (does not traverse into nested elements) | Yes (returns concatenated text of nested elements) |**

**### Practical Scenarios**

**1. \*\*Retrieving Link URL\*\*:**

**```python**

**link = driver.find\_element(By.LINK\_TEXT, 'Example Link')**

**url = link.get\_attribute('href')**

**print("URL:", url)**

**```**

**2. \*\*Retrieving Image Source\*\*:**

**```python**

**image = driver.find\_element(By.TAG\_NAME, 'img')**

**src = image.get\_attribute('src')**

**print("Image Source:", src)**

**```**

**3. \*\*Retrieving Input Field Value\*\*:**

**```python**

**input\_field = driver.find\_element(By.ID, 'inputField')**

**value = input\_field.get\_attribute('value')**

**print("Input Value:", value)**

**```**

**4. \*\*Retrieving Text from a Button\*\*:**

**```python**

**button = driver.find\_element(By.ID, 'submitButton')**

**button\_text = button.text**

**print("Button Text:", button\_text)**

**```**

**### Summary**

**- Use `get\_attribute` to retrieve values of specific attributes of an element, such as `href`, `src`, `id`, `class`, and `value`.**

**- Use `text` to get the visible text content of an element, which is what the user sees on the webpage.**

**By understanding these methods and when to use them, you can effectively interact with and extract information from web elements in Selenium.**

**11)** how to handle multiple window in selenium with python

**Handling multiple windows in Selenium with Python involves switching between different browser windows or tabs that are opened during the automation session. Selenium provides methods to manage window handles, which are unique identifiers for each window.**

**### Steps to Handle Multiple Windows**

**1. \*\*Open a new window or tab\*\*: Perform an action that opens a new window or tab.**

**2. \*\*Get window handles\*\*: Retrieve the unique identifiers for all open windows or tabs.**

**3. \*\*Switch to the desired window\*\*: Use the window handle to switch to the desired window or tab.**

**4. \*\*Perform actions in the new window\*\*: Interact with elements in the new window or tab.**

**5. \*\*Switch back to the original window\*\*: Return to the original window or tab if needed.**

**### Example Code**

**Here's an example demonstrating how to handle multiple windows:**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the main webpage**

**driver.get('http://example.com')**

**# Perform an action that opens a new window or tab**

**link = driver.find\_element(By.LINK\_TEXT, 'Open New Window')**

**link.click()**

**# Get the window handles**

**window\_handles = driver.window\_handles**

**print("Window handles:", window\_handles)**

**# Switch to the new window**

**driver.switch\_to.window(window\_handles[1])**

**# Perform actions in the new window**

**new\_window\_element = driver.find\_element(By.ID, 'newWindowElement')**

**print("New window element text:", new\_window\_element.text)**

**# Switch back to the original window**

**driver.switch\_to.window(window\_handles[0])**

**# Perform actions in the original window**

**original\_window\_element = driver.find\_element(By.ID, 'originalWindowElement')**

**print("Original window element text:", original\_window\_element.text)**

**# Close the browser**

**driver.quit()**

**```**

**### Detailed Explanation**

**1. \*\*Open a New Window or Tab\*\*:**

**link = driver.find\_element(By.LINK\_TEXT, 'Open New Window')**

**link.click()**

**This step involves finding an element (e.g., a link) that, when clicked, opens a new window or tab.**

**2. \*\*Get Window Handles\*\*:**

**window\_handles = driver.window\_handles**

**print("Window handles:", window\_handles)**

**`driver.window\_handles` returns a list of unique identifiers for all open windows or tabs.**

**3. \*\*Switch to the Desired Window\*\*:**

**driver.switch\_to.window(window\_handles[1])**

**Use `driver.switch\_to.window(handle)` to switch to the desired window or tab using its handle. In this case, `window\_handles[1]` refers to the second window.**

**4. \*\*Perform Actions in the New Window\*\*:**

**new\_window\_element = driver.find\_element(By.ID, 'newWindowElement')**

**print("New window element text:", new\_window\_element.text)**

**After switching to the new window, you can interact with its elements just like you would in the main window.**

**5. \*\*Switch Back to the Original Window\*\*:**

**driver.switch\_to.window(window\_handles[0])**

**Use `driver.switch\_to.window(handle)` again to switch back to the original window using its handle (`window\_handles[0]`).**

**### Points to Consider**

**- \*\*Unique Window Handles\*\*: Each window or tab has a unique handle, which can be used to switch between them.**

**- \*\*Indexing\*\*: The order of handles in `driver.window\_handles` corresponds to the order in which the windows or tabs were opened.**

**- \*\*Closing Windows\*\*: If you close a window or tab, make sure to update the window handles list to reflect the current open windows.**

**### Closing Specific Windows**

**If you need to close a specific window and switch back to another:**

**# Switch to the new window and close it**

**driver.switch\_to.window(window\_handles[1])**

**driver.close()**

**# Switch back to the original window**

**driver.switch\_to.window(window\_handles[0])**

**By using these methods, you can effectively manage and interact with multiple windows or tabs in Selenium, enabling you to automate complex workflows involving multiple browser contexts.**

**💛 Test Automation Framework Interview Q&A 💚   
  
  
👉🏻 How does your team manage Automation Test Suites? 🔺   
  
In our team we use Groups in TestNG to manage different Test Suites like Sanity, Regression  
  
TestNG allows us to perform groupings of test methods. Not only can we declare that methods belong to groups, but we can also specify groups that contain other groups. Then TestNG can be invoked and asked to include a certain set of groups while excluding another set.   
Example:  
  
@Test(groups={"sanitytest","regressiontest"})  
  
👉🏻 Do you know what is Mocking and have you ever used it in your framework or writing tests? 🔺   
  
Ans: Mocking in programming refers to an action of substituting a part of the software with its fake counterpart. It is super useful with API Test Frameworks.  
  
here -** [**https://lnkd.in/gHdat9yB**](https://lnkd.in/gHdat9yB) **👉🏻 Can you tell me about the type of class you have in your utility package? 🔺   
  
Ans: util package in Java is a package which contains various utility classes and interfaces. It provides basic functionality for commonly occurring use cases.   
  
Some of the classes we have in our framework are:  
- ExtentReport  
- ScreenShotUtility  
- JsonReader  
- RetryListener  
- StringUtil  
- AssertionService  
  
👉🏻 How are you scheduling your Automation Suite Execution? 🔺   
  
The best way to manage your Automation Suite execution is by integrating the same with pipeline CICD, like Jenkins, CircleCI.  
  
here:** [**https://lnkd.in/eWaBxFC**](https://lnkd.in/eWaBxFC) **👉🏻 If you want to execute your maven suite in dev-desktop or linux instance then what steps would you follow to install Maven into the Linux machine? 🔺   
  
Ans: Check post here :** [**https://lnkd.in/d8pZhqzq**](https://lnkd.in/d8pZhqzq) **👉🏻 How do you calculate ROI for Test Automation? 🔺   
  
Ans: By calculating and demonstrating Test Automation’s Return on Investment (ROI), we can be better convinced that the investment will be worthwhile in the long run. Delivering more quantitative numbers on building and maintaining a test automation framework may be more helpful to get everyone on board for Automation.  
To calculate Automation ROI first you need to first calculate the Manual Execution time of your test case. This value can be updated in your Test Management Tool.   
Time Saved by Automation  =Manual Execution Time -  Automation Execution Time  
Automation ROI = Time Saved by Automation / Investment.   
Investment = time required to build frameworks + maintenance cost + (time to code one tests X number of tests)**

**12) explain frames**

**In Selenium, frames (or iframes) are HTML elements that allow you to embed another HTML document within the current document. Frames are defined using the `<frame>`, `<iframe>`, or `<frameset>` tags in HTML. They are commonly used to split a web page into multiple independent sections, each containing its own HTML document.**

**### Why Frames are Used**

**Frames are used for several reasons:**

**1. \*\*Modularity\*\*: Frames allow different parts of a web page to load independently. Each frame can contain different content and functionality.**

**2. \*\*Integration\*\*: Frames enable integration of content from different sources or applications into a single web page.**

**3. \*\*Isolation\*\*: Content within frames is isolated from the rest of the page. This isolation can provide security and prevent conflicts between scripts.**

**### Types of Frames**

**There are primarily two types of frames:**

**1. \*\*`<frame>`\*\*: Deprecated in HTML5 but still supported. This tag divides the browser window into multiple frames, each containing a separate HTML document.**

**2. \*\*`<iframe>`\*\*: Stands for inline frame. This tag allows you to embed another HTML document within the current HTML document. It is more commonly used and supported in modern web development.**

**### Handling Frames in Selenium**

**To interact with elements inside frames using Selenium, you need to switch the WebDriver's focus to the frame containing the elements of interest. Here’s how you can handle frames in Selenium with Python:**

**#### 1. Switching to a Frame**

**You can switch to a frame using `switch\_to.frame()` method of the WebDriver instance:**

**from selenium import webdriver**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage containing the frame**

**driver.get('http://example.com')**

**# Switch to the frame by index (index starts from 0)**

**driver.switch\_to.frame(0)**

**# Now you can interact with elements inside the frame**

**frame\_element = driver.find\_element\_by\_tag\_name('body')**

**# Switch back to the main content (to default content)**

**driver.switch\_to.default\_content()**

**# Close the browser**

**driver.quit()**

**#### 2. Switching to a Frame by Name or ID**

**You can also switch to a frame using its name or ID:**

**# Switch to the frame by name or ID**

**driver.switch\_to.frame('frame\_name\_or\_id')**

**#### 3. Nested Frames**

**If you have nested frames (frames within frames), you need to switch context accordingly:**

**# Switch to the outer frame**

**driver.switch\_to.frame('outer\_frame')**

**# Switch to the inner frame**

**driver.switch\_to.frame('inner\_frame')**

**# Perform actions inside the inner frame**

**# Switch back to the outer frame**

**driver.switch\_to.parent\_frame()**

**# Switch back to the default content**

**driver.switch\_to.default\_content()**

**#### 4. Handling Elements inside Frames**

**Once you switch to a frame, you can interact with elements inside it as you would with elements on a normal web page:**

**# Example: finding an element inside a frame**

**frame\_element = driver.find\_element\_by\_css\_selector('css\_selector\_inside\_frame')**

**frame\_element.click()**

**### Important Considerations**

**- \*\*Switching Context\*\*: You must switch to the frame context before interacting with elements inside it. Use `switch\_to.frame()` to enter a frame and `switch\_to.default\_content()` to return to the main content.**

**- \*\*Frame Identification\*\*: Frames can be identified by index (0-based), name, ID, or directly through locating the frame element.**

**- \*\*Cross-Origin Restrictions\*\*: Due to security restrictions (same-origin policy), interacting with elements in frames from different domains may be restricted unless the domains explicitly permit it.**

**- \*\*Frameset\*\*: For pages using `<frameset>` (an older method for dividing a page into frames), you may need to handle each frame separately depending on how the frameset is structured.**

**### Summary**

**Frames in Selenium provide a way to work with multiple independent sections of a web page. By switching WebDriver context to different frames, you can interact with elements inside frames just like you would with elements in the main content, enabling you to automate testing or interaction scenarios that involve framed web pages.**

**14) explain cookies**

**Cookies are small pieces of data that websites store on a user's browser. They are designed to remember stateful information or to track the user's browsing activity. Cookies play a crucial role in web development and browsing experiences, including personalization, authentication, session management, and tracking.**

**### Key Aspects of Cookies:**

**1. \*\*Purpose\*\*: Cookies are primarily used to store information about the user and their interactions with the website. This can include login credentials, preferences, shopping cart contents, and more.**

**2. \*\*Storage\*\*: Cookies are stored on the user's browser as text files. Each cookie is associated with a specific domain and is sent back and forth between the browser and the server with every request.**

**3. \*\*Types\*\*:**

**- \*\*Session Cookies\*\*: Temporary cookies that are erased when the user closes the browser. They are often used for session management (e.g., keeping users logged in).**

**- \*\*Persistent Cookies\*\*: Stored on the user's device for a specified period (determined by the website). They remain even after the browser is closed and are often used for tracking user behavior and preferences across sessions.**

**4. \*\*Attributes\*\*:**

**- \*\*Name-Value Pair\*\*: Each cookie has a name and a value associated with it.**

**- \*\*Domain\*\*: The domain that the cookie is valid for.**

**- \*\*Path\*\*: The specific path or URL within the domain that the cookie is valid for.**

**- \*\*Expiration\*\*: The date and time when the cookie expires (for persistent cookies).**

**- \*\*Secure and HttpOnly\*\*: Flags that determine if the cookie should only be sent over HTTPS connections (`Secure`) and if it should not be accessible via JavaScript (`HttpOnly`).**

**5. \*\*Handling Cookies in Selenium\*\*:**

**- \*\*Adding Cookies\*\*: Use `driver.add\_cookie()` to add a cookie to the current session.**

**- \*\*Getting Cookies\*\*: Use `driver.get\_cookies()` to retrieve all cookies visible to the current page.**

**- \*\*Deleting Cookies\*\*: Use `driver.delete\_cookie()` or `driver.delete\_all\_cookies()` to remove specific cookies or all cookies, respectively.**

**### Example of Using Cookies in Selenium with Python**

**Here’s a simple example demonstrating how to work with cookies in Selenium:**

**from selenium import webdriver**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open the webpage**

**driver.get('http://example.com')**

**# Add a cookie**

**cookie = {'name': 'my\_cookie', 'value': '123456', 'path': '/'}**

**driver.add\_cookie(cookie)**

**# Get all cookies**

**cookies = driver.get\_cookies()**

**print("All Cookies:", cookies)**

**# Delete a cookie by name**

**driver.delete\_cookie('my\_cookie')**

**# Close the browser**

**driver.quit()**

**### Usage Scenarios**

**- \*\*Session Management\*\*: Keeping users logged in across multiple requests.**

**- \*\*Personalization\*\*: Remembering user preferences and settings.**

**- \*\*Tracking\*\*: Analyzing user behavior and interactions for analytics and advertising.**

**- \*\*Authentication\*\*: Storing authentication tokens or session IDs.**

**### Considerations**

**- \*\*Privacy\*\*: Users can control cookie behavior through browser settings, including accepting, rejecting, or deleting cookies.**

**- \*\*Security\*\*: Secure sensitive information with HTTPS and avoid storing confidential data in cookies directly.**

**- \*\*Compliance\*\*: Websites must comply with privacy laws and regulations regarding cookie usage, such as GDPR in Europe.**

**By understanding cookies and their role in web applications, developers and testers can effectively manage user sessions, personalize user experiences, and maintain secure and compliant web environments.**

**15) explain selenium and its architecture**

**Selenium is a powerful tool primarily used for automating web applications for testing purposes, though it's also used for various other web-related automation tasks. It provides a suite of tools and libraries for different programming languages that facilitate interacting with web elements and simulating user actions in web browsers.**

**### Selenium Components and Architecture**

**Selenium's architecture consists of several components that work together to automate web browser interactions:**

**1. \*\*Selenium WebDriver\*\*:**

**- \*\*Core Component\*\*: This is the heart of Selenium and provides the API for creating and running automation scripts.**

**- \*\*Language Bindings\*\*: WebDriver has language-specific bindings (e.g., for Python, Java, C#, etc.) that allow developers to write tests in their preferred programming language.**

**2. \*\*Browser Drivers\*\*:**

**- \*\*Interface Between WebDriver and Browsers\*\*: Browser drivers act as intermediaries between WebDriver and the browsers (e.g., Chrome, Firefox, Safari, etc.).**

**- \*\*Responsible for Browser Interaction\*\*: They interpret Selenium commands from the WebDriver and communicate with the browser using the browser's native support for automation.**

**3. \*\*Selenium Grid\*\*:**

**- \*\*Distributed Testing\*\*: Allows for running tests on multiple machines and browsers concurrently.**

**- \*\*Hub and Nodes\*\*: Grid consists of a central hub that manages multiple nodes (machines with different browsers) to execute tests in parallel.**

**### How Selenium Works**

**1. \*\*Script Execution Flow\*\*:**

**- Developers write test scripts using Selenium WebDriver's API in their preferred programming language (e.g., Python).**

**- These scripts interact with WebDriver, which translates commands into browser-specific actions using the browser driver.**

**2. \*\*Interaction with Browser\*\*:**

**- WebDriver sends commands (like `click`, `sendKeys`, `findElement`, etc.) to the browser driver.**

**- Browser driver converts these commands into native browser actions (e.g., clicking a button, entering text into a field).**

**3. \*\*Execution Environment\*\*:**

**- Selenium scripts can run locally on a single machine or be distributed across multiple machines using Selenium Grid for parallel execution.**

**### Typical Use Cases**

**- \*\*Automated Testing\*\*: Writing scripts to automate testing of web applications to ensure functionality and performance.**

**- \*\*Regression Testing\*\*: Running tests to verify that new changes do not break existing features.**

**- \*\*Cross-Browser Testing\*\*: Ensuring compatibility across different browsers and versions.**

**- \*\*UI Testing\*\*: Validating user interface elements and interactions.**

**- \*\*Data Entry and Form Submission\*\*: Automating repetitive tasks such as data entry and form submissions.**

**### Advantages of Selenium**

**- \*\*Cross-Browser Compatibility\*\*: Supports multiple browsers, enabling testing across different environments.**

**- \*\*Language Flexibility\*\*: Provides bindings for popular programming languages, allowing teams to use their preferred language.**

**- \*\*Open Source\*\*: Selenium is open-source, with a large community contributing to its development and support.**

**- \*\*Extensibility\*\*: Can be extended through plugins and integrations with other tools and frameworks.**

**### Limitations**

**- \*\*No Built-in Reporting\*\*: Selenium does not provide built-in reporting capabilities; third-party tools or custom solutions are often used for test reporting.**

**- \*\*Learning Curve\*\*: Requires understanding of both Selenium API and web technologies, which can have a steep learning curve for beginners.**

**- \*\*UI Changes\*\*: Tests can become brittle if the application's UI frequently changes, requiring maintenance of test scripts.**

**### Summary**

**Selenium is a robust framework for automating web browser interactions, widely used in software testing and automation. Its architecture revolves around WebDriver, browser drivers, and optionally Selenium Grid for distributed testing. By leveraging Selenium, teams can automate testing processes, improve efficiency, and ensure the reliability and quality of web applications across different browsers and platforms.**

**16) how to upload a file in selenium with python**

**Uploading a file using Selenium in Python involves interacting with an `<input type="file">` element on a web page. Here's a step-by-step guide on how to achieve this:**

**### Steps to Upload a File using Selenium with Python**

**1. \*\*Locate the File Input Element\*\*: Identify the `<input type="file">` element on the web page where you want to upload the file. Typically, you use the `find\_element` method to locate it by ID, name, class name, CSS selector, or XPath.**

**2. \*\*Send the File Path\*\*: Use the `send\_keys` method to send the file path to the file input element. Selenium WebDriver can interact with the file dialog that appears when the file input element is clicked.**

**### Example Code**

**Here's an example demonstrating how to upload a file using Selenium with Python:**

**from selenium import webdriver**

**# Initialize the webdriver (replace with your browser driver path)**

**driver = webdriver.Chrome('/path/to/chromedriver')**

**# Open the webpage with the file upload form**

**driver.get('http://www.example.com/upload')**

**# Locate the file input element**

**file\_input = driver.find\_element\_by\_id('file-upload')**

**# Send the file path to the file input element**

**file\_input.send\_keys('/path/to/your/file.txt')**

**# Optionally, submit the form after file upload**

**submit\_button = driver.find\_element\_by\_id('submit-button')**

**submit\_button.click()**

**# Close the browser**

**driver.quit()**

**```**

**### Explanation**

**- \*\*Step 1: Initialize WebDriver\*\*: Initialize the WebDriver (e.g., ChromeDriver) that corresponds to your browser.**

**- \*\*Step 2: Open Webpage\*\*: Navigate to the webpage where the file upload form is located using `driver.get('url')`.**

**- \*\*Step 3: Locate File Input Element\*\*: Use `find\_element\_by\_id`, `find\_element\_by\_name`, or another locator method to find the `<input type="file">` element where you want to upload the file.**

**- \*\*Step 4: Send File Path\*\*: Use `send\_keys` on the file input element to send the file path (`/path/to/your/file.txt`). This simulates typing the file path into the file upload input field.**

**- \*\*Step 5: Submit Form (Optional)\*\*: After uploading the file, you may need to submit the form. Locate the submit button or trigger the form submission using WebDriver.**

**- \*\*Step 6: Close WebDriver\*\*: Always close the WebDriver session to clean up resources (`driver.quit()`).**

**### Notes**

**- Ensure that the file path you provide (`/path/to/your/file.txt`) is accessible from the machine where the Selenium script is running.**

**- Make sure that the browser driver (`chromedriver`, `geckodriver`, etc.) is correctly installed and its path is specified correctly in `webdriver.Chrome()` or `webdriver.Firefox()`.**

**By following these steps, you can automate the file upload process using Selenium with Python, enabling you to handle file uploads in web applications as part of your automated testing or web scraping workflows.**

**17)** types of navigation commands in selenium with python

**In Selenium with Python, navigation commands are used to navigate through web pages within the browser session controlled by Selenium WebDriver. These commands allow you to simulate user navigation actions, such as opening URLs, moving forward and backward in the browsing history, refreshing the current page, and navigating to specific browser windows or tabs. Here are the main types of navigation commands available:**

**### 1. `get(url)`**

**- \*\*Purpose\*\*: Loads a new web page in the current browser window.**

**- \*\*Usage\*\*:**

**```python**

**driver.get('https://www.example.com')**

**```**

**- \*\*Description\*\*: The `get()` method is used to open a specified URL in the current browser window/tab. It waits for the page to fully load before continuing with the next commands.**

**### 2. `back()`**

**- \*\*Purpose\*\*: Navigates to the previous page in the browsing history.**

**- \*\*Usage\*\*:**

**```python**

**driver.back()**

**```**

**- \*\*Description\*\*: Simulates clicking the browser's back button. If there is no previous page, it has no effect.**

**### 3. `forward()`**

**- \*\*Purpose\*\*: Navigates to the next page in the browsing history.**

**- \*\*Usage\*\*:**

**```python**

**driver.forward()**

**```**

**- \*\*Description\*\*: Simulates clicking the browser's forward button. If there is no next page (after using `back()`), it has no effect.**

**### 4. `refresh()`**

**- \*\*Purpose\*\*: Refreshes the current page.**

**- \*\*Usage\*\*:**

**```python**

**driver.refresh()**

**```**

**- \*\*Description\*\*: Reloads the current page, simulating the browser's refresh button.**

**### Example Usage**

**```python**

**from selenium import webdriver**

**# Initialize the webdriver**

**driver = webdriver.Chrome()**

**# Open a webpage**

**driver.get('https://www.example.com')**

**# Perform navigation actions**

**driver.back() # Navigate back to the previous page**

**driver.forward() # Navigate forward to the next page (if any)**

**driver.refresh() # Refresh the current page**

**# Close the browser**

**driver.quit()**

**```**

**### Notes:**

**- \*\*Waiting for Page Load\*\*: Selenium's `get()` method waits for the entire page to load before continuing, ensuring synchronization with the browser state.**

**- \*\*Handling Exceptions\*\*: It's good practice to handle exceptions, especially when navigating backward or forward, as there might not always be a page to navigate to in that direction.**

**These navigation commands in Selenium with Python are essential for creating robust automation scripts that can interact with web applications dynamically and simulate user navigation behaviors effectively.**

**18)** Explain Selenium 4 and why it is different from other Selenium versions?

**Selenium 4 is a significant update to the Selenium WebDriver framework, bringing several new features and improvements that make it different from previous versions. The key enhancements and differences introduced in Selenium 4 include:**

**### Key Features and Enhancements in Selenium 4**

**1. \*\*W3C WebDriver Standard\*\*:**

**- \*\*Compliance\*\*: Selenium 4 is fully compliant with the W3C WebDriver standard. This standardization ensures better compatibility and interoperability between different browsers and Selenium.**

**- \*\*Improved Stability\*\*: By adhering to the W3C standard, Selenium 4 aims to reduce inconsistencies and improve the stability of browser automation.**

**2. \*\*Relative Locators\*\*:**

**- \*\*New Locators\*\*: Selenium 4 introduces new relative locators (previously called friendly locators) such as `above()`, `below()`, `toLeftOf()`, `toRightOf()`, and `near()`. These locators help find elements relative to other elements, making element location more intuitive and flexible.**

**- \*\*Example\*\*:**

**```python**

**element = driver.find\_element(By.id('some-id'))**

**element\_above = driver.find\_element(with\_(By.tagName('p')).above(element))**

**```**

**3. \*\*Enhanced Browser Window and Tab Management\*\*:**

**- \*\*Window and Tab Management\*\*: Selenium 4 provides enhanced APIs for managing browser windows and tabs. You can easily open new windows or tabs and switch between them.**

**- \*\*Example\*\*:**

**```python**

**driver.switch\_to.new\_window('tab') # Opens a new tab**

**driver.switch\_to.new\_window('window') # Opens a new window**

**```**

**4. \*\*Better Documentation and IDE Integration\*\*:**

**- \*\*Improved Documentation\*\*: Selenium 4 comes with more comprehensive and user-friendly documentation, making it easier for developers to learn and use the framework.**

**- \*\*IDE Integration\*\*: Enhanced integration with popular IDEs, providing better code completion and debugging support.**

**5. \*\*Selenium Grid 4\*\*:**

**- \*\*Grid Architecture\*\*: Selenium Grid 4 introduces a new grid architecture that includes support for Docker, Kubernetes, and dynamic scaling of nodes.**

**- \*\*Observability\*\*: Enhanced observability with better logging and tracing capabilities to monitor test execution.**

**- \*\*Decoupled Components\*\*: Hub and node components are more decoupled, allowing for more flexible deployment and management.**

**6. \*\*DevTools Protocol Support\*\*:**

**- \*\*Chrome DevTools Protocol (CDP)\*\*: Selenium 4 provides direct access to the Chrome DevTools Protocol, enabling advanced browser interactions like network interception, performance monitoring, and more.**

**- \*\*Example\*\*:**

**```python**

**from selenium.webdriver.chrome.service import Service**

**from selenium.webdriver.chrome.options import Options**

**from selenium.webdriver.common.devtools import DevTools**

**options = Options()**

**driver = webdriver.Chrome(options=options)**

**devtools = driver.devtools**

**devtools.create\_session()**

**```**

**7. \*\*Improved WebDriver APIs\*\*:**

**- \*\*Simplified APIs\*\*: Selenium 4 offers improved and simplified WebDriver APIs, making it easier to interact with web elements and perform actions.**

**- \*\*Example\*\*:**

**```python**

**driver.find\_element(By.id('element-id')).click()**

**```**

**### Differences from Previous Versions**

**1. \*\*Standardization\*\*:**

**- \*\*W3C Standard Compliance\*\*: Unlike Selenium 3, which partially supported the W3C WebDriver standard, Selenium 4 is fully compliant, ensuring better compatibility and fewer discrepancies between different browsers.**

**2. \*\*New Locators\*\*:**

**- \*\*Relative Locators\*\*: Selenium 4's introduction of relative locators provides more ways to locate elements compared to previous versions, enhancing the flexibility of element identification.**

**3. \*\*Modern Browser Features\*\*:**

**- \*\*DevTools Protocol\*\*: Access to the Chrome DevTools Protocol allows for advanced browser interactions that were not possible in Selenium 3, such as capturing network traffic and performance metrics.**

**4. \*\*Grid Enhancements\*\*:**

**- \*\*Selenium Grid 4\*\*: The new grid architecture offers better scalability, observability, and flexibility in deploying and managing test environments compared to Selenium Grid 3.**

**5. \*\*Improved Documentation\*\*:**

**- \*\*User Experience\*\*: Selenium 4 comes with better documentation and IDE integration, making it easier for developers to learn and use the framework efficiently.**

**### Summary**

**Selenium 4 introduces several new features and improvements over previous versions, including compliance with the W3C WebDriver standard, new relative locators, enhanced browser window and tab management, better documentation, Selenium Grid 4, and support for the Chrome DevTools Protocol. These enhancements make Selenium 4 more robust, flexible, and user-friendly, allowing for more advanced and stable browser automation.**

**19) scroller-----🡪**

**In Selenium, you can use JavaScript to scroll down a page. This is particularly useful when you need to interact with elements that are not initially visible or to trigger lazy loading of content. You can execute JavaScript code within your Selenium script to perform the scrolling.**

**### Methods to Scroll Down a Page**

**1. \*\*Scroll by Pixel\*\*:**

**- Scroll the page by a specific number of pixels.**

**2. \*\*Scroll to Element\*\*:**

**- Scroll the page until a specific element is in view.**

**3. \*\*Scroll to Bottom\*\*:**

**- Scroll to the bottom of the page.**

**### Example Code in Python**

**#### 1. Scroll by Pixel**

**```python**

**from selenium import webdriver**

**# Initialize the WebDriver**

**driver = webdriver.Chrome()**

**# Open a webpage**

**driver.get('https://www.example.com')**

**# Scroll down by 1000 pixels**

**driver.execute\_script("window.scrollBy(0, 1000);")**

**# Close the browser**

**driver.quit()**

**```**

**#### 2. Scroll to Element**

**```python**

**from selenium import webdriver**

**from selenium.webdriver.common.by import By**

**# Initialize the WebDriver**

**driver = webdriver.Chrome()**

**# Open a webpage**

**driver.get('https://www.example.com')**

**# Locate the element to scroll to**

**element = driver.find\_element(By.ID, 'element-id')**

**# Scroll until the element is in view**

**driver.execute\_script("arguments[0].scrollIntoView();", element)**

**# Close the browser**

**driver.quit()**

**```**

**#### 3. Scroll to Bottom**

**```python**

**from selenium import webdriver**

**# Initialize the WebDriver**

**driver = webdriver.Chrome()**

**# Open a webpage**

**driver.get('https://www.example.com')**

**# Scroll to the bottom of the page**

**driver.execute\_script("window.scrollTo(0, document.body.scrollHeight);")**

**# Close the browser**

**driver.quit()**

**```**

**### Explanation**

**- \*\*`driver.execute\_script()`\*\*: This method allows you to execute JavaScript code within the context of the current page.**

**- \*\*Scroll by Pixel\*\*: The `window.scrollBy(x, y)` method scrolls the page by the specified number of pixels horizontally (x) and vertically (y).**

**- \*\*Scroll to Element\*\*: The `scrollIntoView()` method scrolls the page until the specified element is in view. The element is passed as an argument to the `execute\_script()` method using `arguments[0]`.**

**- \*\*Scroll to Bottom\*\*: The `window.scrollTo(0, document.body.scrollHeight)` method scrolls to the bottom of the page by setting the vertical scroll position to the total height of the document (`document.body.scrollHeight`).**

**### Summary**

**Using JavaScript to scroll down a page in Selenium is a powerful way to interact with elements that are not immediately visible or to trigger loading of additional content. The methods shown above allow you to scroll by a specific number of pixels, scroll to a specific element, or scroll to the bottom of the page. These techniques enhance your ability to automate web interactions effectively.**

### 21) How does Selenium handle Windows-based pop-ups?

### Selenium WebDriver is primarily designed for automating web applications and browser interactions. It has limitations when it comes to handling Windows-based pop-ups, such as file dialogs, alerts, or authentication dialogs, because these are part of the operating system and not the web browser.

### However, there are a few ways to handle these types of pop-ups in conjunction with Selenium:

### ### 1. Using AutoIt

### AutoIt is a third-party tool designed for automating Windows GUI tasks. You can create scripts with AutoIt to interact with Windows-based pop-ups and then call these scripts from your Selenium tests.

### #### Example Usage with AutoIt

### 1. \*\*Install AutoIt\*\*: Download and install AutoIt from [AutoIt website](https://www.autoitscript.com/site/autoit/).

### 2. \*\*Create AutoIt Script\*\*: Create an AutoIt script (`upload.au3`) to handle the file upload dialog.

### ```autoit

### ; Wait for the file upload dialog to appear

### WinWait("[CLASS:#32770]", "", 10)

### ; Set the file path in the input box

### ControlSetText("[CLASS:#32770]", "", "Edit1", "C:\path\to\your\file.txt")

### ; Click the Open button

### ControlClick("[CLASS:#32770]", "", "Button1")

### ```

### 3. \*\*Compile the Script\*\*: Compile the script to an executable file using AutoIt's `Aut2Exe` tool.

### 4. \*\*Call the Script from Selenium\*\*: Use Selenium to trigger the AutoIt script.

### ```python

### from selenium import webdriver

### import os

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open the webpage with the file upload form

### driver.get('https://www.example.com/upload')

### # Locate the file input element and click it to open the file dialog

### file\_input = driver.find\_element\_by\_id('file-upload')

### file\_input.click()

### # Call the AutoIt script to handle the file dialog

### os.system('C:\\path\\to\\upload.exe')

### # Close the browser

### driver.quit()

### ```

### ### 2. Using PyAutoGUI

### PyAutoGUI is a Python library that can simulate mouse and keyboard actions, making it suitable for interacting with Windows-based pop-ups.

### #### Example Usage with PyAutoGUI

### 1. \*\*Install PyAutoGUI\*\*:

### ```bash

### pip install pyautogui

### ```

### 2. \*\*Handle the File Dialog\*\*:

### ```python

### import pyautogui

### import time

### from selenium import webdriver

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open the webpage with the file upload form

### driver.get('https://www.example.com/upload')

### # Locate the file input element and click it to open the file dialog

### file\_input = driver.find\_element\_by\_id('file-upload')

### file\_input.click()

### # Wait for the file dialog to open

### time.sleep(2)

### # Use PyAutoGUI to interact with the file dialog

### pyautogui.write('C:\\path\\to\\your\\file.txt')

### pyautogui.press('enter')

### # Close the browser

### driver.quit()

### ```

### ### 3. Using Robot Class in Java

### If you're using Java for Selenium, the `Robot` class can be used to handle Windows-based pop-ups. It allows you to simulate keyboard and mouse events.

### #### Example Usage with Robot Class

### ```java

### import java.awt.AWTException;

### import java.awt.Robot;

### import java.awt.event.KeyEvent;

### import org.openqa.selenium.WebDriver;

### import org.openqa.selenium.chrome.ChromeDriver;

### public class HandleWindowsPopup {

### public static void main(String[] args) throws AWTException, InterruptedException {

### // Initialize the WebDriver

### WebDriver driver = new ChromeDriver();

### 

### // Open the webpage with the file upload form

### driver.get("https://www.example.com/upload");

### 

### // Locate the file input element and click it to open the file dialog

### driver.findElement(By.id("file-upload")).click();

### 

### // Use Robot class to interact with the file dialog

### Robot robot = new Robot();

### 

### // Simulate typing the file path

### String filePath = "C:\\path\\to\\your\\file.txt";

### for (char c : filePath.toCharArray()) {

### int keyCode = KeyEvent.getExtendedKeyCodeForChar(c);

### robot.keyPress(keyCode);

### robot.keyRelease(keyCode);

### }

### 

### // Press Enter to close the file dialog

### robot.keyPress(KeyEvent.VK\_ENTER);

### robot.keyRelease(KeyEvent.VK\_ENTER);

### 

### // Close the browser

### driver.quit();

### }

### }

### ```

### ### Summary

### Selenium WebDriver cannot directly handle Windows-based pop-ups as it is designed for web automation. However, you can use tools like AutoIt, PyAutoGUI, or Java's Robot class to interact with these pop-ups. These tools simulate user interactions such as typing and clicking, enabling you to handle file upload dialogs, authentication dialogs, and other Windows-based pop-ups within your Selenium tests.

### 22) What is an Object Repository?

An Object Repository is a centralized location where testers can store all the web elements, such as buttons, text boxes, and links, used in the test automation framework.

### 23)  Is there a way to type in a textbox without using sendKeys()?

### Yes, you can type in a textbox without using the `sendKeys()` method in Selenium WebDriver by executing JavaScript directly to set the value of the input element. This approach can be useful in certain situations where `sendKeys()` may not work as expected or when you need to avoid triggering events associated with typing.

### Here's how you can do this in Selenium using Python:

### ### Using JavaScript to Set the Value of an Input Field

### You can use the `execute\_script` method to run JavaScript code that sets the value of the input field.

### #### Example

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open a webpage

### driver.get('https://www.example.com')

### # Locate the input element

### input\_element = driver.find\_element(By.ID, 'input-id')

### # Set the value of the input element using JavaScript

### driver.execute\_script("arguments[0].value = 'Your text here';", input\_element)

### # Close the browser

### driver.quit()

### ```

### ### Explanation

### - \*\*`driver.execute\_script()`\*\*: This method allows you to execute JavaScript code within the context of the current page.

### - \*\*Setting the value\*\*: The JavaScript code `arguments[0].value = 'Your text here';` sets the value of the input element to "Your text here". The `arguments[0]` syntax is used to pass the located input element into the JavaScript code.

### ### Example with Event Triggering

### If you want to ensure that events such as `input` or `change` are triggered, you can manually dispatch these events using JavaScript:

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open a webpage

### driver.get('https://www.example.com')

### # Locate the input element

### input\_element = driver.find\_element(By.ID, 'input-id')

### # Set the value of the input element and trigger events

### driver.execute\_script("""

### var element = arguments[0];

### var value = arguments[1];

### element.value = value;

### element.dispatchEvent(new Event('input', { bubbles: true }));

### element.dispatchEvent(new Event('change', { bubbles: true }));

### """, input\_element, "Your text here")

### # Close the browser

### driver.quit()

### ```

### ### Explanation

### - \*\*Setting the value\*\*: The JavaScript code `element.value = value;` sets the value of the input element to the specified text.

### - \*\*Triggering events\*\*: The `dispatchEvent` method is used to manually trigger the `input` and `change` events to ensure that any event listeners are notified of the value change.

### ### Summary

### Using JavaScript to set the value of an input field in Selenium WebDriver allows you to bypass the `sendKeys()` method. This approach can be useful for setting values without triggering keyboard events or when dealing with special input fields that `sendKeys()` may not handle well. Additionally, you can manually trigger events to ensure that the application behaves as expected.

### 24) How to login to any site if it is showing an Authentication Pop-Up for Username and Password?

### When you encounter an authentication pop-up (also known as a Basic Authentication dialog) while automating a login process using Selenium WebDriver, handling this dialog can be challenging because it is a browser-level dialog, not a part of the HTML DOM.

### Here are some common methods to handle authentication pop-ups in Selenium:

### ### Method 1: Embedding Credentials in the URL

### For Basic Authentication, you can embed the username and password directly in the URL. This approach works for many browsers and websites that support this authentication method.

### ```python

### from selenium import webdriver

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open the URL with embedded credentials

### username = "your\_username"

### password = "your\_password"

### url = f"https://{username}:{password}@www.example.com"

### driver.get(url)

### # Perform further actions on the website

### # ...

### # Close the browser

### driver.quit()

### ```

### ### Method 2: Using Alert Class (Not Recommended for Basic Authentication)

### In some cases, you can use the `Alert` class to handle authentication pop-ups. However, this method is generally not suitable for basic authentication dialogs as they are browser-level dialogs.

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### from selenium.webdriver.common.alert import Alert

### import time

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open the URL

### driver.get("https://www.example.com")

### # Wait for the authentication dialog to appear

### time.sleep(2) # Adjust the sleep time as needed

### # Switch to the alert

### alert = driver.switch\_to.alert

### # Send username and password to the alert

### alert.send\_keys("your\_username" + Keys.TAB + "your\_password")

### alert.accept()

### # Perform further actions on the website

### # ...

### # Close the browser

### driver.quit()

### ```

### ### Method 3: Using AutoIt (for Windows only)

### AutoIt is a third-party tool for automating Windows GUI tasks. You can create a script to handle the authentication pop-up and call this script from your Selenium test.

### #### Step-by-Step Guide

### 1. \*\*Install AutoIt\*\*: Download and install AutoIt from the [AutoIt website](https://www.autoitscript.com/site/autoit/).

### 2. \*\*Create an AutoIt Script\*\*: Create an AutoIt script (`auth.au3`) to handle the authentication pop-up.

### ```autoit

### ; Wait for the authentication dialog

### WinWait("[CLASS:#32770]", "", 10)

### ; Enter the username

### Send("your\_username")

### Send("{TAB}")

### ; Enter the password

### Send("your\_password")

### Send("{ENTER}")

### ```

### 3. \*\*Compile the Script\*\*: Compile the script to an executable file using AutoIt's `Aut2Exe` tool.

### 4. \*\*Call the Script from Selenium\*\*:

### ```python

### from selenium import webdriver

### import os

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open the URL

### driver.get("https://www.example.com")

### # Call the AutoIt script to handle the authentication pop-up

### os.system("C:\\path\\to\\auth.exe")

### # Perform further actions on the website

### # ...

### # Close the browser

### driver.quit()

### ```

### ### Method 4: Using PyAutoGUI

### PyAutoGUI is a Python library that can simulate mouse and keyboard actions. You can use it to handle the authentication pop-up.

### #### Example

### 1. \*\*Install PyAutoGUI\*\*:

### ```bash

### pip install pyautogui

### ```

### 2. \*\*Handle the Authentication Pop-Up\*\*:

### ```python

### import pyautogui

### import time

### from selenium import webdriver

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open the URL

### driver.get("https://www.example.com")

### # Wait for the authentication dialog to appear

### time.sleep(2) # Adjust the sleep time as needed

### # Enter the username

### pyautogui.write("your\_username")

### pyautogui.press("tab")

### # Enter the password

### pyautogui.write("your\_password")

### pyautogui.press("enter")

### # Perform further actions on the website

### # ...

### # Close the browser

### driver.quit()

### ```

### ### Summary

### Handling authentication pop-ups in Selenium can be achieved through various methods, including embedding credentials in the URL, using third-party tools like AutoIt, or simulating user actions with PyAutoGUI. Each method has its own use cases and limitations, so choose the one that best fits your specific scenario.

### 25) What is the difference between single and double slash in Xpath?

### In XPath, single slash (`/`) and double slash (`//`) are used to navigate through the nodes of an XML or HTML document, but they have different meanings and uses:

### ### Single Slash (`/`)

### - \*\*Absolute Path\*\*: A single slash at the beginning of an XPath expression indicates an absolute path, starting from the root node of the document.

### - \*\*Direct Child\*\*: When used between nodes, it specifies that the node immediately following the slash is a direct child of the node before the slash.

### #### Example

### Given the following HTML structure:

### ```html

### <html>

### <body>

### <div>

### <p>First paragraph</p>

### <span>First span</span>

### </div>

### <div>

### <p>Second paragraph</p>

### <span>Second span</span>

### </div>

### </body>

### </html>

### ```

### - XPath `/html/body/div` selects all `<div>` elements that are direct children of the `<body>` element.

### - XPath `/html/body/div/p` selects all `<p>` elements that are direct children of any `<div>` elements which are direct children of the `<body>` element.

### ### Double Slash (`//`)

### - \*\*Relative Path\*\*: A double slash can be used anywhere in an XPath expression to indicate a relative path, searching for nodes at any level (not just direct children) from the current context node.

### - \*\*Descendant-or-Self\*\*: When used at the beginning of an XPath expression, it selects nodes in the document starting from the root and matching the specified criteria, irrespective of their depth.

### #### Example

### Using the same HTML structure as above:

### - XPath `//div` selects all `<div>` elements in the document, regardless of their position in the hierarchy.

### - XPath `//p` selects all `<p>` elements in the document.

### - XPath `//div//span` selects all `<span>` elements that are descendants (not just direct children) of any `<div>` elements.

### ### More Examples

### #### Absolute Path Example

### ```html

### <html>

### <body>

### <div id="first">

### <p>First paragraph</p>

### <span>First span</span>

### </div>

### <div id="second">

### <p>Second paragraph</p>

### <span>Second span</span>

### </div>

### </body>

### </html>

### ```

### - XPath `/html/body/div[@id='first']/p` selects the `<p>` element inside the `<div>` with `id="first"`.

### - XPath `/html/body/div[@id='second']/span` selects the `<span>` element inside the `<div>` with `id="second"`.

### #### Relative Path Example

### - XPath `//div[@id='first']//span` selects the `<span>` element that is a descendant of the `<div>` with `id="first"`.

### - XPath `//div//p` selects all `<p>` elements that are descendants of any `<div>` elements in the document.

### ### Summary

### - \*\*Single Slash (`/`)\*\*: Used for specifying an absolute path from the root node or a direct child relationship between nodes.

### - \*\*Double Slash (`//`)\*\*: Used for specifying a relative path that searches for nodes at any level, starting from the current context node or from the root if used at the beginning.

### Understanding the difference between these two is crucial for constructing accurate and efficient XPath expressions for navigating and selecting elements in an XML or HTML document.

### 26) Explain the difference between assert and verify commands.

The assert command is used to check if the given condition is true or not. If the condition is true, then the execution of the program will continue. If the condition is false, then the execution of the program will stop.

The verify command is used to check if the given condition is true or not. If the condition is true, then the execution of the program will continue. If the condition is false, then the execution of the program will not stop, but an error message will be displayed.

### 27)  What do you mean by the assertion in Selenium?

An assertion is a method of testing whether a particular condition is true or false. In Selenium, assertions are used to verify the state of elements on a page or the results of an action. Assertions can be used to check for the presence or absence of an element, the value of an element, or the text of an element. Assertions can also be used to check that an element is visible or hidden.

Assertions are an important part of testing with Selenium, as they enable you to verify that the state of your application meets your expectations. Without assertions, it would be difficult to know whether or not your tests are actually passing or failing.

**Xpath->** In Selenium, XPath (XML Path Language) is one of the most powerful and flexible methods for locating elements within a webpage. XPath is used to navigate through elements and attributes in an XML document, and it works equally well with HTML documents.

### 28) difference between absolute and relative xpath

### ### Difference Between Absolute and Relative XPath

### XPath is a powerful language used for navigating and selecting elements in an XML or HTML document. There are two main types of XPath expressions: absolute and relative. Understanding the difference between these two is crucial for effectively locating elements in web pages, particularly when using tools like Selenium for web automation.

### #### Absolute XPath

### \*\*Definition\*\*:

### An absolute XPath provides the complete path from the root element of the document to the target element. It starts from the root and includes all intermediate nodes in the hierarchy.

### \*\*Syntax\*\*:

### An absolute XPath always starts with a single slash (`/`), which signifies the root of the document.

### \*\*Characteristics\*\*:

### - \*\*Starts from the Root\*\*: Always begins at the root element (`/`).

### - \*\*Complete Path\*\*: Includes all nodes from the root to the target element.

### - \*\*Fragile\*\*: Prone to breaking if there are any changes in the document structure.

### \*\*Example\*\*:

### Given the following HTML structure:

### ```html

### <html>

### <body>

### <div>

### <p>First paragraph</p>

### <span>First span</span>

### </div>

### <div>

### <p>Second paragraph</p>

### <span>Second span</span>

### </div>

### </body>

### </html>

### ```

### An absolute XPath to select the second paragraph would be:

### ```xpath

### /html/body/div[2]/p

### ```

### This XPath navigates from the root `<html>` element, through the `<body>`, into the second `<div>`, and then to the `<p>` element.

### #### Relative XPath

### \*\*Definition\*\*:

### A relative XPath provides a path to an element relative to the current node. It does not need to start from the root and can begin from any node in the document.

### \*\*Syntax\*\*:

### A relative XPath starts with a double slash (`//`), which signifies that the path can begin from anywhere in the document.

### \*\*Characteristics\*\*:

### - \*\*Starts from the Current Context\*\*: Can start from any node, not necessarily the root.

### - \*\*Partial Path\*\*: Does not need to include all nodes from the root, only the relevant ones from the current context.

### - \*\*More Robust\*\*: Less likely to break due to changes in the document structure, especially when IDs or classes are used.

### \*\*Example\*\*:

### Using the same HTML structure:

### ```html

### <html>

### <body>

### <div id="header">

### <h1>Welcome to My Website</h1>

### </div>

### <div id="content">

### <p class="intro">This is an introduction.</p>

### <p class="main">This is the main content.</p>

### </div>

### <div id="footer">

### <p>Contact us at contact@example.com</p>

### </div>

### </body>

### </html>

### ```

### A relative XPath to select the paragraph with class `intro` would be:

### ```xpath

### //p[@class='intro']

### ```

### This XPath starts from anywhere in the document and finds the `<p>` element with the class `intro`.

### 

### ### Practical Usage in Selenium

### #### Absolute XPath Example in Selenium (Python):

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open a webpage

### driver.get('https://www.example.com')

### # Locate an element using an absolute XPath

### element = driver.find\_element(By.XPATH, "/html/body/div[1]/p")

### print(element.text)

### # Close the browser

### driver.quit()

### ```

### #### Relative XPath Example in Selenium (Python):

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open a webpage

### driver.get('https://www.example.com')

### # Locate an element using a relative XPath

### element = driver.find\_element(By.XPATH, "//div[@id='content']/p[@class='intro']")

### print(element.text)

### # Close the browser

### driver.quit()

### ```

### ### Summary

### - \*\*Absolute XPath\*\*: Provides a complete path from the root to the target element, making it more fragile and prone to breaking if the document structure changes.

### - \*\*Relative XPath\*\*: Provides a path relative to the current node, making it more flexible and robust, especially in dynamic or changing document structures.

### Understanding when to use each type of XPath is crucial for effective web element location and robust Selenium test automation.

### 28)disadvantage of implicit wait

### The main disadvantage of using implicit wait in Selenium is that it can lead to inefficient waiting and potentially slower test execution. Here are the key points detailing the disadvantages:

### ### Disadvantages of Implicit Wait

### 1. \*\*Global Timeout Setting\*\*:

### - \*\*Applies to All Elements\*\*: Once set, implicit wait applies to all element searches in the WebDriver instance. This means every time the driver tries to find an element, it will wait for the specified duration before throwing a `NoSuchElementException`, even if the element is found quickly or doesn't exist.

### - \*\*Cannot Customize for Specific Elements\*\*: You cannot set different wait times for different elements based on their expected load times. This can lead to inefficient use of time, especially if some elements typically load faster than others.

### 2. \*\*Delay in Test Execution\*\*:

### - \*\*Unnecessary Waiting\*\*: If the implicit wait time is set to a high value, the driver will wait for the entire duration for every element, even if the element is already present or will never appear. This can significantly slow down the execution of test cases.

### - \*\*Accumulated Delay\*\*: When implicit wait is used extensively across many element searches, the cumulative delay can add up, making the overall test suite execution time much longer.

### 3. \*\*Hidden Element Issues\*\*:

### - \*\*Doesn't Handle Hidden Elements\*\*: Implicit wait only waits for the presence of the element in the DOM, not for the element to be visible or interactable. This can lead to issues where elements are present but hidden, causing subsequent actions to fail.

### 4. \*\*Difficulty in Debugging\*\*:

### - \*\*Hard to Diagnose Timeouts\*\*: When implicit wait is used, all element searches have the same timeout duration, making it harder to diagnose which specific element caused a delay or failure. This can complicate debugging and test maintenance.

### ### Example Scenario

### Consider a scenario where you have set an implicit wait of 10 seconds:

### ```python

### from selenium import webdriver

### driver = webdriver.Chrome()

### driver.implicitly\_wait(10) # Set implicit wait to 10 seconds

### driver.get('https://www.example.com')

### # Finding an element that is present quickly

### element1 = driver.find\_element\_by\_id('quick-element') # This will wait up to 10 seconds

### # Finding an element that does not exist

### element2 = driver.find\_element\_by\_id('non-existent-element') # This will wait for the full 10 seconds

### ```

### In this example:

### - Even if `quick-element` is found immediately, the driver will still wait up to 10 seconds for every subsequent element search.

### - When searching for `non-existent-element`, the driver will wait for the full 10 seconds before throwing an exception, even though the element doesn't exist.

### ### Best Practices

### To overcome the disadvantages of implicit wait, it is generally recommended to use \*\*explicit wait\*\* or \*\*fluent wait\*\* instead:

### - \*\*Explicit Wait\*\*: Allows you to wait for specific conditions (like visibility, clickability) of an element for a defined amount of time, making it more efficient and customizable.

### ```python

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### driver = webdriver.Chrome()

### driver.get('https://www.example.com')

### # Explicit wait for a specific element to be visible

### element = WebDriverWait(driver, 10).until(

### EC.visibility\_of\_element\_located((By.ID, 'specific-element'))

### )

### ```

### - \*\*Fluent Wait\*\*: Similar to explicit wait but allows for polling the DOM at regular intervals until a condition is met.

### ```python

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support.ui import WebDriverWait

### driver = webdriver.Chrome()

### driver.get('https://www.example.com')

### wait = WebDriverWait(driver, 10, poll\_frequency=1, ignored\_exceptions=[NoSuchElementException])

### element = wait.until(EC.visibility\_of\_element\_located((By.ID, 'specific-element')))

### ```

### ### Summary

### The main disadvantage of implicit wait in Selenium is its global application to all element searches, leading to potential inefficiencies and slower test execution. It lacks customization for different elements and conditions, making explicit or fluent waits a better choice for more efficient and reliable web automation testing.

### 29) What are the different methods to refresh a web page in WebDriver?

### In Selenium WebDriver, there are several methods to refresh a web page. Each method can be used depending on the specific requirements of your test scenario. Here are the different ways to refresh a web page using Selenium WebDriver:

### ### 1. Using the `refresh()` Method

### The simplest and most straightforward way to refresh a web page in Selenium is by using the `refresh()` method provided by the WebDriver interface.

### ```python

### from selenium import webdriver

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open a webpage

### driver.get('https://www.example.com')

### # Refresh the current page

### driver.refresh()

### ```

### ### 2. Using the `get()` Method with the Current URL

### You can also refresh the page by navigating to the current URL again using the `get()` method.

### ```python

### from selenium import webdriver

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open a webpage

### driver.get('https://www.example.com')

### # Refresh the current page by navigating to the same URL

### driver.get(driver.current\_url)

### ```

### ### 3. Using Keyboard Shortcuts with Actions Class

### You can simulate pressing the `F5` key (common shortcut for refreshing a page) using the `send\_keys()` method in combination with the Actions class.

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.action\_chains import ActionChains

### from selenium.webdriver.common.keys import Keys

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open a webpage

### driver.get('https://www.example.com')

### # Refresh the current page using the F5 key

### actions = ActionChains(driver)

### actions.send\_keys(Keys.F5).perform()

### ```

### ### 4. Using JavaScript Execution

### You can execute a JavaScript command to refresh the page.

### ```python

### from selenium import webdriver

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open a webpage

### driver.get('https://www.example.com')

### # Refresh the current page using JavaScript

### driver.execute\_script("location.reload()")

### ```

### ### 5. Using JavaScript Execution with Location Assign

### Another way to refresh the page is by re-assigning the `location` object.

### ```python

### from selenium import webdriver

### # Initialize the WebDriver

### driver = webdriver.Chrome()

### # Open a webpage

### driver.get('https://www.example.com')

### # Refresh the current page using JavaScript location.assign()

### driver.execute\_script("location.assign(location.href)")

### ```

### ### Summary

### Each method for refreshing a web page in Selenium WebDriver has its own use cases and benefits. Here is a quick summary of the methods:

### - \*\*`refresh()` Method\*\*: Simple and direct way to refresh the page.

### - \*\*`get()` Method with Current URL\*\*: Effective for refreshing by re-navigating to the same URL.

### - \*\*Keyboard Shortcuts with Actions Class\*\*: Useful for simulating user actions.

### - \*\*JavaScript Execution\*\*: Offers flexibility and can be used to execute more complex refresh scenarios.

### - \*\*JavaScript Execution with Location Assign\*\*: Another way to achieve a refresh through JavaScript.

### Choose the method that best fits your specific test scenario and requirements.

### 30) Explain the methods used to handle dynamic web elements using Selenium?

Dynamic web elements can be handled using different methods such as xpath, CSS selectors, and the Explicit wait mechanism in Selenium. You can use these methods to locate the dynamic elements and perform actions on them.

### 31) How do you deal with stale element exceptions in Selenium?

### A `StaleElementReferenceException` in Selenium WebDriver occurs when an element that was previously located in the DOM is no longer attached to it. This can happen if the DOM has been refreshed or updated and the reference to the element becomes invalid. There are several strategies to deal with this exception effectively:

### ### Strategies to Handle `StaleElementReferenceException`

### 1. \*\*Re-find the Element\*\*:

### - One of the simplest ways to handle a stale element exception is to find the element again before performing any actions on it.

### ```python

### from selenium.common.exceptions import StaleElementReferenceException

### element = driver.find\_element\_by\_id('some\_id')

### try:

### element.click()

### except StaleElementReferenceException:

### element = driver.find\_element\_by\_id('some\_id')

### element.click()

### ```

### 2. \*\*Wrap Actions in a Retry Loop\*\*:

### - Implement a retry mechanism to re-attempt the action if a `StaleElementReferenceException` is caught.

### ```python

### from selenium.common.exceptions import StaleElementReferenceException

### max\_retries = 3

### for attempt in range(max\_retries):

### try:

### element = driver.find\_element\_by\_id('some\_id')

### element.click()

### break # Exit the loop if the action is successful

### except StaleElementReferenceException:

### if attempt == max\_retries - 1:

### raise

### ```

### 3. \*\*Use Explicit Waits\*\*:

### - Wait for the element to be in a state where it can be interacted with. Explicit waits can help ensure that the element is available and attached to the DOM before interacting with it.

### ```python

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### wait = WebDriverWait(driver, 10)

### element = wait.until(EC.presence\_of\_element\_located((By.ID, 'some\_id')))

### element.click()

### ```

### 4. \*\*Combine Explicit Waits with Retry Logic\*\*:

### - Use explicit waits in combination with a retry mechanism to handle elements that might become stale multiple times.

### ```python

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### from selenium.common.exceptions import StaleElementReferenceException

### def click\_element(locator):

### max\_retries = 3

### for attempt in range(max\_retries):

### try:

### wait = WebDriverWait(driver, 10)

### element = wait.until(EC.presence\_of\_element\_located(locator))

### element.click()

### break

### except StaleElementReferenceException:

### if attempt == max\_retries - 1:

### raise

### click\_element((By.ID, 'some\_id'))

### ```

### 5. \*\*Check for Page Refresh or Navigation\*\*:

### - If a page refresh or navigation occurs, you may need to handle the element differently, such as by waiting for the page to load completely before interacting with elements.

### ```python

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### driver.get('https://www.example.com')

### wait = WebDriverWait(driver, 10)

### wait.until(EC.presence\_of\_element\_located((By.ID, 'some\_id')))

### element = driver.find\_element\_by\_id('some\_id')

### element.click()

### ```

### ### Example Scenario

### Consider a scenario where you are interacting with a dynamic web page that frequently updates its DOM, and you encounter a `StaleElementReferenceException` while trying to click a button. Here’s how you might handle it:

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### from selenium.common.exceptions import StaleElementReferenceException

### driver = webdriver.Chrome()

### driver.get('https://www.example.com')

### def click\_button\_with\_retry(locator):

### max\_retries = 3

### for attempt in range(max\_retries):

### try:

### wait = WebDriverWait(driver, 10)

### button = wait.until(EC.element\_to\_be\_clickable(locator))

### button.click()

### break

### except StaleElementReferenceException:

### if attempt == max\_retries - 1:

### raise

### click\_button\_with\_retry((By.ID, 'dynamic-button'))

### driver.quit()

### ```

### ### Summary

### Handling `StaleElementReferenceException` effectively involves:

### 1. Re-finding the element before performing actions.

### 2. Implementing retry mechanisms to handle temporary staleness.

### 3. Using explicit waits to ensure elements are available and interactable.

### 4. Combining explicit waits with retry logic for robust handling.

### 5. Ensuring the page is fully loaded or refreshed before interacting with elements.

### By using these strategies, you can create more robust and reliable Selenium tests that handle dynamic changes in the web page’s DOM.

### 32)  In Selenium WebDriver, how do you handle Ajax calls?

### Handling Ajax calls in Selenium WebDriver requires you to wait for the asynchronous operations to complete before performing actions on elements that depend on the result of these operations. Since Ajax calls can make elements available dynamically, you need to ensure that your WebDriver script waits for these elements to be present, visible, or interactable. Here are several strategies to handle Ajax calls effectively:

### ### 1. \*\*Using Explicit Waits\*\*

### Explicit waits allow you to wait for specific conditions to be met before proceeding with the test. This is particularly useful for handling Ajax calls, as you can wait for elements to be present, visible, or interactable.

### #### Example: Waiting for an Element to be Present

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### driver = webdriver.Chrome()

### driver.get('https://www.example.com')

### # Wait for an element to be present

### wait = WebDriverWait(driver, 10)

### element = wait.until(EC.presence\_of\_element\_located((By.ID, 'ajax-element-id')))

### # Interact with the element

### element.click()

### driver.quit()

### ```

### ### 2. \*\*Using `expected\_conditions` for Specific Conditions\*\*

### Selenium’s `expected\_conditions` module provides various conditions that can be used with explicit waits to handle Ajax calls. Some commonly used conditions include `visibility\_of\_element\_located`, `element\_to\_be\_clickable`, and `presence\_of\_all\_elements\_located`.

### #### Example: Waiting for an Element to be Clickable

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### driver = webdriver.Chrome()

### driver.get('https://www.example.com')

### # Wait for an element to be clickable

### wait = WebDriverWait(driver, 10)

### element = wait.until(EC.element\_to\_be\_clickable((By.ID, 'ajax-button-id')))

### # Click the element

### element.click()

### driver.quit()

### ```

### ### 3. \*\*Using JavaScript Executor\*\*

### If you need to wait for a specific Ajax call to complete, you can use JavaScript to check the status of the Ajax request. This approach involves executing JavaScript code to check if all Ajax requests have completed.

### #### Example: Waiting for Ajax Requests to Complete

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### driver = webdriver.Chrome()

### driver.get('https://www.example.com')

### # Define a function to check if Ajax calls have completed

### def ajax\_complete(driver):

### return driver.execute\_script("return jQuery.active == 0")

### # Wait for Ajax calls to complete

### wait = WebDriverWait(driver, 10)

### wait.until(ajax\_complete)

### # Now you can safely interact with elements that depend on Ajax calls

### element = driver.find\_element\_by\_id('ajax-element-id')

### element.click()

### driver.quit()

### ```

### ### 4. \*\*Using Fluent Waits\*\*

### Fluent waits provide more flexibility by allowing you to specify the polling frequency and ignoring specific exceptions during the wait period. This can be useful when dealing with elements that appear after unpredictable delays.

### #### Example: Using Fluent Wait to Wait for an Element

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.by import By

### from selenium.webdriver.support.ui import WebDriverWait

### from selenium.webdriver.support import expected\_conditions as EC

### from selenium.webdriver.support.ui import WebDriverWait

### driver = webdriver.Chrome()

### driver.get('https://www.example.com')

### # Define a fluent wait

### wait = WebDriverWait(driver, 10, poll\_frequency=1, ignored\_exceptions=[NoSuchElementException])

### # Wait for an element to be present

### element = wait.until(EC.presence\_of\_element\_located((By.ID, 'ajax-element-id')))

### # Interact with the element

### element.click()

### driver.quit()

### ```

### ### Summary

### Handling Ajax calls in Selenium WebDriver involves:

### 1. \*\*Using Explicit Waits\*\*: Wait for specific conditions like presence, visibility, or clickability of elements.

### 2. \*\*Using `expected\_conditions`\*\*: Leverage built-in conditions to wait for elements to be ready.

### 3. \*\*Using JavaScript Executor\*\*: Check the status of Ajax requests directly through JavaScript.

### 4. \*\*Using Fluent Waits\*\*: Customize waiting behavior with polling frequency and exception handling.

### By using these strategies, you can effectively manage Ajax-driven dynamic content in your Selenium tests, ensuring that your scripts interact with web elements reliably and efficiently.

### 33)  Mention the several types of navigation commands that can be used?

The several types of navigation commands that can be used are as follows:

* navigate().to() - It is used for going to the specified URL.
* driver.navigate().refresh() - The current page is refreshed using the driver.navigate().refresh() command.
* driver.navigate().forward() - This command does the same function as clicking the browser's Forward Button. Nothing is accepted or returned by it.
* driver.navigate()back() - This command does the same function as clicking the browser's Back Button. Nothing is accepted or returned by it

### 34) While using click command can you use screen coordinate?

To click on specific part of element, you would need to use clickAT command. ClickAt command accepts element locator and x, y co-ordinates as arguments-

clickAt (locator, cordString)

### 35) What are the four parameter you have to pass in Selenium?

Four parameters that you have to pass in Selenium are

* Host
* Port Number
* Browser
* URL

### 36) What is same origin policy? How you can avoid same origin policy?

The **“Same Origin Policy”** is introduced for security reason, and it ensures that content of your site will never be accessible by a script from another site. As per the policy, any code loaded within the browser can only operate within that website’s domain.

To avoid “Same Origin Policy” proxy injection method is used, in proxy injection mode the Selenium Server acts as a client configured **HTTP proxy** , which sits between the browser and application under test and then masks the AUT under a fictional URL
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### 38) What is Object Repository?

An object repository is an essential entity in any UI automations which allows a tester to store all object that will be used in the scripts in one or more centralized locations rather than scattered all over the test scripts.

### 39)  Explain how you can find broken images in a page using Selenium Web driver?

### To find broken images on a webpage using Selenium WebDriver, you need to follow these steps:

### 1. \*\*Set Up Selenium WebDriver\*\*: Initialize the WebDriver for your browser of choice (e.g., Chrome, Firefox).

### 2. \*\*Navigate to the Page\*\*: Use the WebDriver to open the webpage you want to test.

### 3. \*\*Find All Image Elements\*\*: Locate all `<img>` elements on the page.

### 4. \*\*Check Each Image\*\*: For each image element, retrieve the `src` attribute and try to load the image. If the image cannot be loaded (e.g., the server returns a 404 status), then the image is broken.

### Here’s a sample implementation in Python using Selenium:

### ```python

### from selenium import webdriver

### import requests

### # Initialize the WebDriver (assuming Chrome in this case)

### driver = webdriver.Chrome()

### # Navigate to the desired webpage

### driver.get('http://example.com')

### # Find all image elements

### images = driver.find\_elements\_by\_tag\_name('img')

### # Function to check if an image is broken

### def is\_image\_broken(image\_url):

### try:

### response = requests.get(image\_url)

### if response.status\_code != 200:

### return True

### except requests.exceptions.RequestException:

### return True

### return False

### # Iterate over each image and check if it's broken

### broken\_images = []

### for img in images:

### img\_src = img.get\_attribute('src')

### if is\_image\_broken(img\_src):

### broken\_images.append(img\_src)

### # Output the list of broken images

### if broken\_images:

### print('Broken images found:')

### for src in broken\_images:

### print(src)

### else:

### print('No broken images found.')

### # Close the WebDriver

### driver.quit()

### ```

### ### Explanation of the Code

### 1. \*\*Initialize WebDriver\*\*: This step involves setting up the WebDriver for the browser you're using. In this example, it's Chrome.

### 2. \*\*Navigate to the Page\*\*: The `get` method is used to navigate to the desired URL.

### 3. \*\*Find All Images\*\*: The `find\_elements\_by\_tag\_name('img')` method retrieves all `<img>` elements on the page.

### 4. \*\*Check Each Image\*\*: The `is\_image\_broken` function takes the image URL as input, sends an HTTP request to check the image, and returns `True` if the image is broken.

### 5. \*\*Iterate Over Images\*\*: For each image element, the `src` attribute is retrieved and passed to the `is\_image\_broken` function. If the image is broken, its URL is added to the `broken\_images` list.

### 6. \*\*Output Results\*\*: The list of broken images is printed. If no broken images are found, a corresponding message is displayed.

### 7. \*\*Close WebDriver\*\*: Finally, the WebDriver is closed using the `quit` method.

### ### Dependencies

### - \*\*Selenium\*\*: You need to have the Selenium WebDriver installed. You can install it using pip:

### ```sh

### pip install selenium

### ```

### - \*\*Requests\*\*: The `requests` library is used to send HTTP requests. You can install it using pip:

### ```sh

### pip install requests

### ```

### - \*\*WebDriver Executable\*\*: Make sure you have the WebDriver executable for your browser (e.g., `chromedriver` for Chrome) in your system's PATH or specify its path explicitly when initializing the WebDriver.

### 40)  Explain how you can handle colors in web driver?

To handle colors in web driver you can use

Use getCssValue(arg0) function to get the colors by sending ‘color’ string as an argument

### 41) Mention 5 different exceptions you had in Selenium web driver?

The 5 different exceptions you had in Selenium web drivers are

* WebDriverException
* NoAlertPresentException
* NoSuchWindowException
* NoSuchElementException
* TimeoutException

### 42)  How can Python be used in Software Testing?

**Ans**

* To generate test data; parse test results; generate reports; testing API calls, etc.
* Python to extract requirements from a Word document.
* For testing tasks automation, setting up environments for tests, extracting performance data, etc.
* Testers use Python extensively in many companies with Selenium for test automation.
* For writing desktop applications used by testers.
* Test data manipulation.
* To build a test environment
* Testing with IronPython on .NET

### 43) What is the difference between “xrange” and “range”?

**Ans:** “Xrange” returns the “Xrange” object while range returns the “list” irrespective of the size of the “range”.

### 44) Which is the best locator?

**Ans:** The selection of the best locator depends on the web elements or the UI page we are automating.

#### 45) ****What is the difference between Assert and Verify?****

Assert it is used to verify the result. If the test case fails then it will stop the execution of the test case there itself and move the control to another test case.

Verify it is also used to verify the result. If the test case fails then it will not stop the execution of that test case.

### 46) What is WebDriver's super interface?

The WebDriver's Super Interface is called SearchContext.

### 47)  In Selenium WebDriver, what is an Object Repository?

The object repository is used to store the element locator data in one place rather than hard-coding it into the scripts. We establish a property file (.properties), which serves as an object repository in Selenium WebDriver, to hold all of the element locators.

### 48)  Which scenarios is Selenium WebDriver unable to automate?

The following are some circumstances that we cannot automate:

* Bitmap comparison is not supported by Selenium WebDriver.
* It is not possible to automate Captcha using Selenium WebDriver.
* We are unable to read bar codes with Selenium WebDriver.
* Selenium will nearly never be able to identify video controllers in instances involving video streaming. Although they are not entirely dependable,  Flex UI Selenium and JavaScript Executor will function to some extent.
* Automation of performance testing is possible, but Selenium should not be used for performance testing.

### 49) What is the Silk Test Tool?

An automated tool for functional and regression testing of software applications is called Silk Testing (formerly Segue Silk Test).

### 50)

**What is the difference between Selenium IDE, Selenium RC, and WebDriver?**

| **Feature** | **Selenium IDE** | **Selenium RC** | **WebDriver** |
| --- | --- | --- | --- |
| **Browser Compatibility** | Selenium IDE comes as a Firefox plugin, thus it supports only Firefox | Selenium RC supports a varied range of versions of Mozilla Firefox, Google Chrome, Internet Explorer and Opera. | WebDriver supports a varied range of versions of Mozilla Firefox, Google Chrome, Internet Explorer and Opera. Also supports HtmlUnitDriver which is a GUI less or headless browser. |
| **Record and Playback** | Selenium IDE supports record and playback feature | Selenium RC doesn’t supports record and playback feature. | WebDriver doesn’t support record and playback feature |
| **Server Requirement** | Selenium IDE doesn’t require any server to be started before executing the test scripts | Selenium RC requires server to be started before executing the test scripts. | WebDriver doesn’t require any server to be started before executing the test scripts |
| **Architecture** | Selenium IDE is a Javascript based framework | Selenium RC is a JavaScript based Framework. | WebDriver uses the browser’s native compatibility to automation |
| **Object Oriented** | Selenium IDE is not an object oriented tool | Selenium RC is semi object oriented tool. | WebDriver is a purely object oriented tool |
| **Dynamic Finders** (for locating web elements on a webpage) | Selenium IDE doesn’t support dynamic finders | Selenium RC doesn’t support dynamic finders. | WebDriver supports dynamic finders |
| **Handling Alerts, Navigations, Dropdowns** | Selenium IDE doesn’t explicitly provides aids to handle alerts, navigations, dropdowns | Selenium RC doesn’t explicitly provides aids to handle alerts, navigations, dropdowns. | WebDriver offers a wide range of utilities and classes that helps in handling alerts, navigations, and dropdowns efficiently and effectively. |
| **WAP(iPhone/Android)Testing** | Selenium IDE doesn’t support testing of iPhone/Andriod applications | Selenium RC doesn’t support testing of iPhone/Android applications. | WebDriver is designed in a way to efficiently support testing of iPhone/Android applications. The tool comes with a large range of drivers for WAP based testing. For example, AndroidDriver, iPhoneDriver |
| **Listener Support** | Selenium IDE doesn’t support listeners | Selenium RC doesn’t support listeners. | WebDriver supports the implementation of Listeners |
| **Speed** | Selenium IDE is fast as it is plugged in with the web-browser that launches the test. Thus, the IDE and browser communicates directly | Selenium RC is slower than WebDriver as it doesn’t communicates directly with the browser; rather it sends selenese commands over to Selenium Core which in turn communicates with the browser. | WebDriver communicates directly with the web browsers. Thus making it much faster. |

**What is Selenese?**

Selenese is the language that is used to write test scripts in Selenium IDE.

**Why should Selenium be selected as a test tool?**

Selenium

1. Is a free and open-source
2. Have a large user base and help communities
3. Have cross-browser compatibility (Firefox, Chrome, Internet Explorer, Safari, etc.)
4. Have great platform compatibility (Windows, Mac OS, Linux, etc.)
5. Supports multiple programming languages (Java, C#, Ruby, Python, Pearl, etc.)
6. Has fresh and regular repository developments
7. Supports distributed testing

**What are the benefits of Automation Testing?**

The benefits of automation testing are:

1. Supports execution of repeated test cases
2. Aids in testing a large test matrix
3. Enables parallel execution
4. Encourages unattended execution
5. Improves accuracy, reducing human-generated errors
6. Saves time and money

**The suite package constitutes the following sets of tools:**

* [**Selenium Integrated Development Environment (IDE)**](https://www.softwaretestinghelp.com/selenium-ide-download-and-installation-selenium-tutorial-2/) – Selenium IDE is a record and playback tool. It is distributed as a Firefox Plugin.
* **Selenium Remote Control (RC)** – Selenium RC is a server that allows a user to create test scripts in the desired programming language. It enables the execution of test scripts across a wide range of browsers.
* [**Selenium WebDriver**](https://www.softwaretestinghelp.com/selenium-webdriver-selenium-tutorial-8/) – WebDriver is a different tool altogether that has various advantages over Selenium RC. WebDriver directly communicates with the web browser and uses its native compatibility to automate.
* [**Selenium Grid**](https://www.softwaretestinghelp.com/selenium-grid-selenium-tutorial-29/) – Selenium Grid is used to distribute your test execution on multiple platforms and environments concurrently.

**What are the limitations of Selenium?**

The following are the limitations of Selenium:

* Selenium supports testing of only web-based applications.
* Selenium is not suitable for testing mobile applications.
* Captcha and Barcode readers cannot be tested using Selenium.
* Reports can only be generated using third-party tools like TestNG or JUnit.
* As Selenium is a free tool, thus there is no ready vendor support through which the user can find numerous helping communities.
* The user is expected to possess prior programming language knowledge.
* **What is the difference between assert and verify commands?**
* **Assert:**Assert command checks whether the condition is true or false. Let’s say we assert whether the element is present on the web page or not. If the condition is true, then the program control will execute the next test step, but if the condition is false, the execution will stop and no further test will be executed.
* **Verify:**Verify command also checks whether the condition is true or false. Irrespective of the condition being true or false, the program execution doesn’t halt, i.e. any failure during verification would not stop the execution and all the test steps would be executed.
* **When should I use Selenium Grid?**
* Selenium Grid can execute the same or different test scripts on multiple platforms and browsers concurrently to achieve distributed test execution, testing under different environments and saving execution time remarkably.

**What are the different types of Drivers available in WebDriver?**

### In Selenium WebDriver for Python, there are several types of drivers available that correspond to different web browsers. Each driver allows Selenium to control the respective browser. Here are the primary types of WebDriver drivers:

### 1. \*\*ChromeDriver\*\*: Used for automating tests on Google Chrome.

### ```python

### from selenium import webdriver

### driver = webdriver.Chrome()

### ```

### 2. \*\*GeckoDriver (FirefoxDriver)\*\*: Used for automating tests on Mozilla Firefox.

### ```python

### from selenium import webdriver

### driver = webdriver.Firefox()

### ```

### 3. \*\*EdgeDriver\*\*: Used for automating tests on Microsoft Edge.

### ```python

### from selenium import webdriver

### driver = webdriver.Edge()

### ```

### 4. \*\*InternetExplorerDriver\*\*: Used for automating tests on Internet Explorer (not commonly used anymore due to the browser's deprecation).

### ```python

### from selenium import webdriver

### driver = webdriver.Ie()

### ```

### 5. \*\*SafariDriver\*\*: Used for automating tests on Safari (primarily on macOS).

### ```python

### from selenium import webdriver

### driver = webdriver.Safari()

### ```

### 6. \*\*OperaDriver\*\*: Used for automating tests on Opera.

### ```python

### from selenium import webdriver

### driver = webdriver.Opera()

### ```

### 7. \*\*RemoteWebDriver\*\*: Used for executing tests on a remote server or cloud services like Selenium Grid, Sauce Labs, or BrowserStack.

### ```python

### from selenium import webdriver

### from selenium.webdriver.common.desired\_capabilities import DesiredCapabilities

### driver = webdriver.Remote(

### command\_executor='http://your-remote-server-address:4444/wd/hub',

### desired\_capabilities=DesiredCapabilities.CHROME

### )

### ```

### 8. \*\*HtmlUnitDriver\*\*: A headless browser driver for JavaScript-disabled testing (not directly supported in Python, but similar functionality can be achieved with `headless` options in other browsers).

### 9. \*\*Headless Browsers\*\*: Using headless mode with Chrome or Firefox for testing without a GUI.

### ```python

### from selenium import webdriver

### from selenium.webdriver.chrome.options import Options

### chrome\_options = Options()

### chrome\_options.add\_argument("--headless")

### driver = webdriver.Chrome(options=chrome\_options)

### # For Firefox

### from selenium.webdriver.firefox.options import Options

### firefox\_options = Options()

### firefox\_options.add\_argument("--headless")

### driver = webdriver.Firefox(options=firefox\_options)

### ```

### These drivers cover the major web browsers and provide flexibility for cross-browser testing and remote execution.

**Below are the different types of frameworks:**

1. **Module Based Testing Framework:** The framework divides the entire “Application Under Test” into a number of logical and isolated modules. For each module, we create a separate and independent test script. Thus, when these test scripts are taken together builds a larger test script representing more than one module.
2. **Library Architecture Testing Framework:** The basic fundamental behind the framework is to determine the common steps and group them into functions under a library and call those functions in the test scripts whenever required.
3. **Data Driven Testing Framework:**Data Driven Testing Framework helps the user segregate the test script logic and the test data from each other. It lets the user store the test data into an external database. The data is conventionally stored in “Key-Value” pairs. Thus, the key can access and populate the data within the test scripts.
4. **Keyword Driven Testing Framework:** The Keyword Driven testing framework is an extension of Data-driven Testing Framework in the sense that it not only segregates the test data from the scripts, it also keeps a certain set of code belonging to the test script into an external data file.
5. **Hybrid Testing Framework:** Hybrid Testing Framework is a combination of more than one of the above-mentioned frameworks. The best thing about such a setup is that it leverages the benefits of all kinds of associated frameworks.
6. **Behavior Driven Development Framework:** Behavior Driven Development framework allows automation of functional validations in an easily readable and understandable format to Business Analysts, Developers, Testers, etc.

### ****Why should you use Selenium for test automation?****

**Selenium should be used for test automation as it:**

* Is a free and open-source tool
* Has a large user base and community support
* Has cross-browser compatibility (Firefox, Chrome, Internet Explorer, Safari, etc.)
* Has great platform compatibility (Windows, Mac OS, Linux, etc.)
* Supports multiple programming languages ([Java](https://intellipaat.com/blog/tutorial/java-tutorial/), C#, Ruby, Python, Perl, etc.)
* Has fresh and regular repository developments
* Supports distributed testing

### ****What are the advantages of Selenium?****

* Selenium is a purely open-source and portable automation testing tool.
* It supports different languages such as C#, PHP, Java, Perl, [Python](https://intellipaat.com/blog/tutorial/python-tutorial/what-is-python/), JS, and Groovy.
* It also supports different OS, including Windows, Linux, UNIX, and Mac OS.
* It provides powerful methods such as Xpath, DOM, and CSS to locate elements.
* Since it is an open-source tool, developers can customize the code. Also, the developer community is supported by Google.

### ****Define automation testing, and list down its advantages.****

[Automation testing](https://intellipaat.com/blog/what-is-automation-testing/), also known as test automation, involves using tools to automate the testing process, writing and executing test cases without human intervention. It empowers us to develop scripts that can be executed repeatedly and generate comprehensive test reports for the application.

Its advantages are given below:

* It helps with the performance and functional testing of an application.
* It makes the execution of repeated test cases easy.
* It facilitates the concurrent execution of multiple test cases.
* It boosts the accuracy and efficiency of the application by cutting down the chances of human error.
* It efficiently executes tests across an extensive test matrix.
* It saves time and money by reducing the burden of arbitrary tasks.
* **What is an exception test in Selenium?**
* An exception test is a test that looks forward to an exception being thrown inside a test class. It anticipates the @Test annotation followed by the expected exception name. For example, **@Test(expectedException = NoSuchElementException.class)** is an exception test for missing elements in Selenium.
* **Note**: Keep in mind the syntax, where the exception is suffixed with **.class**.

### ****What is the Same-origin Policy? How can we avoid it?****

The ‘Same-origin Policy’ is introduced for security reasons.
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* It ensures that the content of our site will never be accessible by a script from another site.
* As per the policy, any code loaded within the browser can only operate within that website’s domain.

To avoid this same-origin policy, the proxy injection method is used. In the proxy injection mode, Selenium Server tricks the browser to be a real HTTP URL, i.e., it acts as a client-configured [HTTP](https://intellipaat.com/blog/http-request-methods/) proxy, which sits between the browser and the application under test (AUT) and then masks the AUT under a fictional URL.

### ****What are data-driven frameworks and keyword-driven frameworks?****

A data-driven framework in Selenium is an approach to separating a ‘dataset’ from the actual ‘test case’ (code). This framework is completely dependent on the input test data. The test data is inserted from external sources, such as an Excel file, a CSV file, or any database. It also allows us to easily control how much data needs to be tested. We can easily increase the number of test [parameters](https://intellipaat.com/blog/parameters-in-tableau/) by adding more username and password fields to the Excel file (or other sources).
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A keyword-driven framework is an extension of the data-driven testing framework in the sense that it not only isolates the test data from the scripts but also keeps the particular section of the code belonging to the test script in an external data file. These sets of code are known as keywords, and hence the framework is so named. Keywords are self-guiding and work based on what actions need to be performed on the application.

![Keyword Driven](data:image/jpeg;base64,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)

### ****List down some of the technical challenges with Selenium.****

* **Testing a Windows application**: Selenium is just a web-based driver. It does not support Windows-based apps and only supports web apps.
* **Testing mobile apps**: With the help of Selenium, we can test web apps on any OS and browser that run on desktops. But, we cannot test mobile apps with Selenium because it does not work with OS such as Android and [iOS](https://intellipaat.com/blog/tutorial/ios-tutorial/). However, there is an alternative for this, i.e., Appium. It is an open-source automation testing tool that uses the WebDriver protocol to drive native, hybrid, and iOS and Android, which is built specifically for testing mobile apps.
* **Limited reporting**: It is one of the key challenges. In Selenium, we cannot generate efficient and accurate reports. Accurate reports help developers fix all bugs and errors. We can create reports using [TestNG](https://intellipaat.com/blog/tutorial/selenium-tutorial/testng-in-selenium/) or ExtentReports.
* **Handling dynamic elements**: With the surge in the use of web apps, the management of dynamic elements should be as much efficient as possible. When a web page loads, the content present on the page changes depending on the user, location, and other factors. Most of today’s web apps are dynamic in nature for better user experience, e.g., e-commerce websites. In Selenium automation, the handling of dynamic web content is a major challenge. However, Selenium provides an explicit wait feature, where we can set a time interval for the automation testing process to hold the process for the new content to load. Also, another alternative is to utilize the implicit wait feature.
* **Handling page load**: Some of the web pages in a web app are user-specific. They load elements depending on the user. Also, some elements may be loaded depending on the user’s previous activities. During background processes, the Selenium script might not be able to identify a specific element. To overcome this, we can use explicit waits to provide sufficient time to load and discover the element.
* **Handling pop-up windows**: Whenever any simple, prompt, or confirmation alert pops up, it is difficult to automate it. Windows-based OS alerts are beyond Selenium’s capabilities as they are part of the OS instead of the browser. However, Selenium WebDriver can utilize multiple windows, and the web-based alerts can easily be handled with the help of the switchTo method. It manages the OS-based pop-ups while keeping the browser running in the background

**What are the different types of frameworks?**

The various categories of frameworks are outlined as follows:
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* **Module-based testing framework:** This framework divides the entire application under test (AUT) into a number of logical and isolated modules. For each module, we create a separate and independent test script. Thus, when these test scripts are taken together, it builds a larger test script representing more than one module.
* **Library architecture testing framework:** Instead of dividing AUT into test scripts, with this framework, we segregate the application into functions or rather common functions that can be used by the other parts of the application as well. Thus, we create a common library constituting common functions for AUT. Therefore, these libraries can be called from the test scripts whenever required.
* **Data-driven testing framework:** The data-driven testing framework helps us segregate the test script logic and the test data from each other. It lets us store the test data into an external database. The data is conventionally stored in ‘key–value’ pairs. Keys can be used to access and populate the data within the test scripts.
* **Keyword-driven testing framework:** The keyword-driven testing framework is an extension to the data-driven testing framework in the sense that it not only segregates the test data from the scripts but also keeps a certain set of codes belonging to the test script in an external data file.
* **Hybrid testing framework:** A hybrid testing framework is a combination of more than one of the above-mentioned frameworks. The best thing about such a setup is that it leverages the benefits of all kinds of associated frameworks.
* **Behavior-driven development framework:** The behavior-driven development framework allows the automation of functional validations in an easily readable and understandable format for Business Analysts, Developers, Testers, etc.

### ****How do you handle dynamic web elements in Selenium?****

Dynamic web elements are those elements that change continuously on a web page. You can handle dynamic web elements using various methods such as:

* Using regular expressions in locators
* Using XPath functions like contains, starts-with, ends-with
* Using [CSS](https://intellipaat.com/blog/css-selector-in-selenium/) selectors
* **What is BDD (Behavior Driven Development)?**
* Behavior Driven Development (BDD) is an Agile software development approach that focuses on defining the behavior of a software application in a way that is understandable by all stakeholders, including developers, testers, and business analysts.
* It is based on the principles of Test Driven Development (TDD), but it emphasizes collaboration and communication between team members. It uses natural language descriptions of features, scenarios, and acceptance criteria to define the expected behavior of the software.
* **How would you handle a scenario where a web application uses security mechanisms like SSL or OAuth?**
* Security mechanisms like SSL and OAuth are crucial in web applications. To handle a scenario where a web application uses security mechanisms like SSL or OAuth, it is important to ensure that the application properly implements these mechanisms and handles any security-related issues that may arise.
* Testing should cover scenarios like secure communication over HTTPS, token-based authentication using OAuth, and ensuring that user credentials are properly encrypted and stored.
* **How would you handle a scenario where a web application uses third-party plugins like Adobe Flash or Microsoft Silverlight?**
* Third-party plugins can create compatibility issues while automating web applications. To handle a scenario where a web application uses third-party plugins like Adobe Flash or Microsoft Silverlight, it is important to ensure that the application can properly communicate with the plugins and handle any compatibility issues that may arise. Testing should cover scenarios like browser versions, operating systems, and plugin security settings that may impact the use of these plugins.
* **How do you ensure the stability and reliability of your Selenium tests?**
* Selenium tests are susceptible to fragility and potential failure caused by factors like varying browser versions, network disruptions, or modifications in the application being tested. To guarantee the steadfastness and dependability of Selenium tests, it is essential to employ resilient and sustainable test code capable of accommodating dynamic changes in the application. This encompasses utilizing efficient selectors, modularizing the test code, and minimizing the reliance on hardcoded values. By adhering to these practices, the stability and reliability of Selenium tests can be enhanced, ensuring smoother test execution even in the face of evolving conditions or alterations in the application under examination.

### ****87. Write a Selenium WebDriver code to open a browser, navigate to a website, and print the page title in Java.****

|  |  |
| --- | --- |
| 1  2  3  4  5 | WebDriver driver = new ChromeDriver();  driver.get("[https://www.intellipaat.com](https://www.intellipaat.com/)");  String pageTitle = driver.getTitle();  System.out.println("Page Title: " + pageTitle);  driver.quit(); |

### ****88. Implement a function in Selenium WebDriver to find the total number of links on a webpage in Python.****

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | WebDriver driver = new ChromeDriver();  driver.get("[https://www.intellipaat.com](https://www.intellipaat.com/)");  Alert alert = driver.switchTo().alert();  String alertText = alert.getText();  System.out.println("Alert Text: " + alertText);  alert.accept();  driver.quit(); |

### ****89. Write a Selenium script to perform a login operation using CSS selectors in Java.****

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | WebDriver driver = new ChromeDriver();  driver.get("[https://www.intellipaat.com](https://www.intellipaat.com/)");  driver.findElement(By.cssSelector("input#username")).sendKeys("your\_username");  driver.findElement(By.cssSelector("input#password")).sendKeys("your\_password");  driver.findElement(By.cssSelector("button#loginButton")).click();  driver.quit(); |

### ****90. Implement a Selenium WebDriver script to capture a screenshot of a webpage in Python.****

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | from selenium import webdriver  driver = webdriver.Chrome()  driver.get("[https://www.intellipaat.com](https://www.intellipaat.com/)")  # Take a screenshot and save it as "screenshot.png"  driver.save\_screenshot("screenshot.png")  driver.quit() |

### ****91. Create a Selenium script in Java to handle an alert on a webpage.****

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | WebDriver driver = new ChromeDriver();  driver.get("[https://www.intellipaat.com](https://www.intellipaat.com/)");  Alert alert = driver.switchTo().alert();  String alertText = alert.getText();  System.out.println("Alert Text: " + alertText);  alert.accept();  driver.quit(); |

**How do you find broken links in Selenium WebDriver?**

We can detect whether the given links are broken or not by using the following process:

1. First, accumulate all the links present on a web page using the anchor tag. For each tag, use the attribute ‘href’ value to obtain the hyperlink.
2. Send HTTP requests for each link and verify the HTTP response code
3. Based on the HTTP response code, determine if the link is valid or broken. Then, use the driver.get() method to navigate to a URL, which will respond with a status of 200 – OK (200 – OK indicates that the link is working). If we get any other status, then it indicates that the link is broken
4. Repeat the same process for all the links captured

**How do you handle browser cookies in Selenium WebDriver?**

When performing web automation using Selenium WebDriver, it is essential to understand how to handle browser cookies effectively. Browser cookies are small data stored by websites on a user’s browser, used for various purposes like session management, personalization, and tracking.

* Getting Cookies: To retrieve cookies from the browser using Selenium WebDriver, we can use the get\_cookies() method. This method returns a set of dictionaries, each representing a cookie. Each cookie dictionary typically contains attributes such as name, value, domain, path, expiry, and secure flag.
* Adding Cookies: To add cookies in Selenium WebDriver, we utilize the add\_cookie() method. This method takes a dictionary containing the cookie attributes as its parameter. The most crucial attributes are the name and value, which must be provided. Other attributes like domain, path, expiry, and secure flag can also be set if required.
* Deleting Cookies: To remove cookies using Selenium WebDriver, we can use the delete\_cookie() method, it takes the cookie’s name as a parameter.
* Managing Individual Cookies: Selenium WebDriver allows us to manipulate cookies individually. We can access a specific cookie using its name and modify its attributes using the get\_cookie() and add\_cookie() methods, respectively.
* Working with Expiry: Cookies often have an expiry time. Selenium WebDriver enables us to handle this by setting a cookie’s expiry time using the expiry attribute in the cookie dictionary. We can provide an expiry value in Unix timestamp format to set the desired expiration.

Handling browser cookies in Selenium WebDriver is crucial for scenarios like logging in as a specific user, maintaining a session state, or performing tests that rely on cookie-based functionalities. Utilizing the methods and techniques mentioned above, you can effectively manage and manipulate cookies during your web automation tasks with Selenium WebDriver, ensuring accurate and reliable test execution.

### ****. You are testing an e-commerce website, and during checkout, the 'Place Order' button is not responding consistently. How would you approach debugging and resolving this issue using Selenium?****

There are several approach for debugging and resolving the issue using Selenium are:

1. Optimize Element Identification: Ensure ‘Place Order’ button has a unique and SEO-friendly identifier, such as a relevant ID or class.
2. Efficient Waiting: Implement precise waits with WebDriverWait to enhance user experience and optimize loading times.
3. Robust Error Handling: Incorporate try-catch blocks with clear error messages for better [SEO](https://intellipaat.com/blog/seo-tutorial/) diagnostics.
4. Detailed Logging for Analysis: Use detailed logging statements to aid developers in analyzing and improving the checkout process.
5. SEO-friendly Naming: Name identifiers and variables descriptively, enhancing code readability and SEO friendliness.
6. Browser DevTools Insights: Leverage browser developer tools for a thorough analysis of the button element, ensuring a seamless user experience.
7. Stay Updated with Latest Technologies: Regularly update Selenium and browser drivers to align with the latest SEO-friendly practices and ensure compatibility.
8. Prioritize User Focus: Confirm browser window focus for improved user interactions and SEO performance.
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